**React – Introduction**

**Importing React and ReactDOM modules**

We can import **React** and **ReactDOM** modules as below:

import React from "react";

import ReactDOM from "react-DOM";

This allows us to use the functions in this module to, for example, use HTML embedded in JS or **render** our code (i.e. show it in the screen). For example, with these modules, we can render elements in a much simpler way:

**With React and ReactDOM**:

ReactDOM.render(<h1>Hello World</h1>>, document.getElementById("root"));

**Without React and ReactDOM**:

var h1 = document.createElement("h1");

h1.innerHTML = "Hello World";

document.getElementById("root.appendChild")(h1)

The **root** is simply a **div** in HTML code where all our JS code goes:

**HTML Code:**

<!DOCTYPE html>

<html lang="en">

  <head>

    <title>Document</title>

    <link rel="stylesheet" href="styles.css" />

  </head>

  <body>

    <div id="root"></div>

    <script src="../src/index.js" type="text/jsx"></script>

  </body>

</html>

**Note**: React allows us to use ES6 without worrying with the browser. Inside the React module there is something called Babel which is a JS compiler. So, it is able to get next generation JS like ES6,7 or 8 and compile it down to a version of JS every browser can understand (even Internet Explorer).

**JSX Rules**

**Rendering can only take one HTML parent element**

Rendering can only take one HTML parent element, but if we put everything inside a **div**, whatever is inside that div doesn’t count. For example:

|  |  |
| --- | --- |
| **Possible** | **NOT possible** |
| ReactDOM.render(    <div>      <h1>Hello</h1>      <h1>World</h1>    </div>, document.getElementById("root")); | ReactDOM.render(  <h1>Hello</h1>  <h1>World</h1>, document.getElementById("root")); |

This syntax that allows us to use React and put HTML embedded in JS code is called JSX.

**Camel Case Syntax**

While in HTML we are used to write classes in lower case, in JSX we use camel notation:

|  |
| --- |
| **HTML** |
| <div tabindex="1">    <button onclick="myFunction()">click me</button>    <label for="name">Name</label>    <input readonly id="name" />  </div> |
| **JSX** |
| return (    <div tabIndex={1}>      <button onClick={myFunction}>click me</button>      <label htmlFor='name'>Name</label>      <input readOnly={true} id='name' />    </div>  ) |

**Class Keyword**

The **class** keyword is not used in JSX. Instead, use **className**.

**Self-closing tags in JSX**

HTML5 allowed us the not use **/** on self-closing tags. However, in JSX that is still needed:

|  |  |
| --- | --- |
| **HTML** | **JSX** |
| return <img>; | return <img />; |

**JS Expressions in JSX**

**JSX** stands for JavaScript XML. It is simply a syntax extension of JavaScript. It allows us to **directly write HTML in React** (within JavaScript code). In JSX, **only one single parent element can be returned**.

You can write JS expressions inside HTML using **{}**. For example:

import React from "react";

import ReactDOM from "react-dom";

const name = "Angela"

const num = 7

ReactDOM.render(

    <div>

        <h1>My name is {name}</h1>

        <h2>You luck number is {num}</h2>

        <h2>You luck number is {3 + 4}</h2>

        <h2>You luck number is {Math.ceil(Math.random()\*10)}</h2>

    </div>

    , document.getElementById("root"));

![](data:image/png;base64,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)

**JSX Attributes & Styling React Elements**

**External CSS**

In order to keep the styling in the CSS, we should **use JSX to give classes to the HTML elements**, and NOT to style them (with certain exceptions). See the example below, where we use **className** to assign a class to the elements (and then the classes are styles in the CSS file).

|  |
| --- |
| **JSX file** |
| import React from "react";  import ReactDOM from "react-dom";  ReactDOM.render(    <div>      <h1 className="heading">My Favourite Foods</h1>    <img        className="food-img"        alt="bacon"        src="https://hips.hearstapps.com/hmg-prod.s3.amazonaws.com/images/delish-190621-air-fryer-bacon-0035-landscape-pf-1567632709.jpg?crop=0.645xw:0.967xh;0.170xw,0.0204xh&resize=480:\*"      />      <img        className="food-img"        alt="jamon"        src="https://images-na.ssl-images-amazon.com/images/I/71lNrnbMXsL.\_SL1200\_.jpg"      />      <img        className="food-img"        alt="noodles"        src="https://www.errenskitchen.com/wp-content/uploads/2014/04/quick-and-easy-chinese-noodle-soup3-1.jpg"      />    </div>,    document.getElementById("root")  ); |
| **CSS file** |
| .heading {    color: red;  }  .food-img {    height: 100px;    width: 100px;  } |
| **Result** |
|  |

**Inline Styling for React Elements**

As mentioned, styling should always be in the CSS file, and we should use JSX to give classes to the elements only. But there are some exceptions. You may want the **style to update on the fly**, i.e. overwrite the normal style for a certain element. That’s when inline styling becomes useful.

|  |  |
| --- | --- |
| import React from "react";  import ReactDOM from "react-dom";  const customStyle = {      color: "red",      fontSize: "20px"  };  ReactDOM.render(    <div>      <h1 style={customStyle}>Hello World</h1>    </div>,    document.getElementById("root")  ); |  |

You can also change a single property of the object. This this case, the final color is blue because the code was called after. This is useful, for example, if we want to change the style when a button is clicked (for example). In that case, we would add an event listener to the **h1** element and change the property within a function (more on event listeners later).

|  |  |
| --- | --- |
| import React from "react";  import ReactDOM from "react-dom";  const customStyle = {      color: "red",      fontSize: "20px"  };  customStyle.color = "blue";  ReactDOM.render(    <div>      <h1 style={customStyle}>Hello World</h1>    </div>,    document.getElementById("root")  ); |  |

**React Components**

**Components** allow us to **split up a large file** or a complex web structure into **smaller** **components**. We also get the added benefit of **reusing** **each** **of** **these** **components** when we need the same functionality.

All **components** have names which **start with a capital letter** (Pascal case). That’s how React differentiates the HTML elements from the components.

It’s a good practice to keep the components in a separate folder, with a JSX extension (e.g. Heading.jsx).

To create components:

1. Take the **HTML** **elements** you want to set as a **component** and put inside a **separate** **JSX** **file**. This HTML code will be **returned** **inside** **a** **function**, and that function **exported** in the end.
2. Import the function in the parent file (in this case Index.js).
3. Add the components inside the **div** (same name as the component function name).

|  |  |
| --- | --- |
| **Index.js** | **List.jsx** |
| import React from "react";  import ReactDOM from "react-dom";  import Heading from "./components/Heading"  import List from "./components/List"  ReactDOM.render(    <div>  *<Heading />*  *<List/>*  *<List />*  *</div>,*  *document.getElementById("root")*  *);* | import React from "react"  function List () {      return(          <ul>          <li>Bacon</li>          <li>Jamon</li>          <li>Noodles</li>      </ul>      )  }  export default List; |
| **Heading.jsx** | **Result** |
| import React from "react"  function Heading () {      return(          <h1>My Favourite Food</h1>      )  }  export default Heading |  |

As you can see, because we have **called** **the** **component** **twice** **in** **the** **component** **tree** (see index.js), the component **List** was easily **repeated** **by** **rendering** **it** **twice**.

Normally, there are no HTML elements in the index.js of React apps. There is just one custom component called **App.jsx**, so generally, **index.js** will look very simple.

|  |  |
| --- | --- |
| **Index.js** | **List.jsx** |
| import React from "react";  import ReactDOM from "react-dom";  import App from "./components/App"  ReactDOM.render(<App/>,document.getElementById("root")); | import React from "react"  function List () {      return(          <ul>          <li>Bacon</li>          <li>Jamon</li>          <li>Noodles</li>      </ul>      )  }  export default List; |
| **Heading.jsx** | **App.jsx** |
| import React from "react"  function Heading () {      return(          <h1>My Favourite Food</h1>      )  }  export default Heading | import React from "react";  import Heading from "./Heading"  import List from "./List"  function App () {      return(      <div>          <Heading/>          <List/>          <List/>      </div>      );  }  export default App; |

**ES6 Import/Export Modules**

In React, the components are split into separate files, which means we have to export them and then import them in the parent file. Have a look at the example below.

|  |  |  |
| --- | --- | --- |
| **Index.js** | **Math.jsx** | **Result** |
| import React from "react";  import ReactDOM from "react-dom";  import pi, {doublePi,triplePi} from "./components/Math"  ReactDOM.render(      <ul>          <li>{pi}</li>          <li>{doublePi()}</li>          <li>{triplePi()}</li>      </ul>      ,document.getElementById("root")); | const pi = 3.14;  function doublePi() {      return pi \* 2;  }  function triplePi() {      return pi \* 3;  }  export default pi;  export {doublePi, triplePi}; |  |

**Exporting files**

There are types of export: **named** and **default**.

In the example above, we export more than one element from a component. When this happens, **one of the elements is exported as default**. All the other ones are exported and imported inside **{}** – named export.

In **named exports**, the import name at the parent file needs to match exactly the export name. Also, we can do named exports in two ways:

|  |  |
| --- | --- |
| **In-line individually** | **All at once in the bottom** |
| export const name = "Jesse"  export const age = 40 | const name = "Jesse"  const age = 40  export { name, age } |

You can only do **one default export per component**. Also, when importing it in the parent file, you don’t need to import it with the same name as it was exported. You can import it with any name, and then when you use it in your code, you need to use the imported name.

**Importing files**

You can import modules into a file in two ways, based on if they are **named** **exports** or **default** **exports**.

|  |  |
| --- | --- |
| **Importing a named export** | **Importing a default export** |
| import { name, age } from "./person.js"; | import message from "./message.js"; |

**Importing Local Images**

When importing local images, you can use the following the setup below:

import img1 from "./images/book-1.jpg";

import img2 from "./images/book-2.jpg";

import img3 from "./images/book-3.jpg";

export const books = [

  {

    author: "Jordan Moore",

    title: "Interesting Facts For Curious Minds",

    img: img1,

    id: 1,

  },

  {

    author: "James Clear",

    title: "Atomic Habits",

    img: img2,

    id: 2,

  },

  {

    author: "Stephen King",

    title: "Fairy Tale",

    img: img3,

    id: 3,

  },

];

**File paths**

A file path describes the location of a file in a web site's folder structure.

|  |  |
| --- | --- |
| **Path** | **Description** |
| <img src="picture.jpg"/> | The "**picture.jpg**" file is located in the **same** **folder** as the current page |
| <img src="images/picture.jpg"/> | The "**picture.jpg**" file is located in the **images** folder in the current folder |
| <img src="/images/picture.jpg"/> | The "**picture.jpg**" file is located in the **images** folder at the **root** of the current web |
| <img src="../picture.jpg"/> | The "**picture.jpg**" file is located in the folder **one level up** from the current folder |

**React Props**

**Props** stands for **properties**. **Props** are **arguments** passed into React components when they are created or setup. They are then defined when the component is rendered.

If the property value sent is not a string, this need to be inside curly braces **{}**.

We can assign different values to the properties each time we call a component, as it is shown in the image below. This is useful when we want to **reuse** **a** **block** that has the **same** **structure**, but **different** **data**.

|  |  |
| --- | --- |
| **Index.js** | **Card.jsx** |
| import React from "react";  import ReactDOM from "react-dom";  import App from "./components/App"  ReactDOM.render(      <div>          <h1>My Contacts</h1>          <App/>      </div>,  document.getElementById("root")  ); | import React from "react";  function Card(props) {    return (      <div>        <h2>{props.name}</h2>        <p>{props.tel}</p>        <p>{props.email}</p>      </div>    );  }  export default Card; |
| **App.jsx** | **Result** |
| import React from "react"  import Card from "./Card"  function App () {      return(          <div>              <Card                  name="Beyonce"                  tel="+123 456 789"                  email="b@beyonce.com"              />              <Card                  name="Jack Bauer"                  tel="+7387384587"                  email="jack@nowhere.com"              />          </div>      )  }  export default App; |  |

A more organized way to give properties to a component is by **creating a separate JS file with an array of objects**, and then access the properties of each object it using the index number and the name of the property.

We can also use **destructuring** when setting up the object, so instead of repeating **props** each time we want to access it, we destruct it once (see **Card** file).

|  |  |
| --- | --- |
| **Index.js** | **Card.jsx** |
| import React from "react";  import ReactDOM from "react-dom";  import App from "./components/App"  ReactDOM.render(      <div>          <h1>My Contacts</h1>          <App/>      </div>,  document.getElementById("root")  ); | import React from "react";  function Card(props) {      const {name, tel, email} = props;    return (      <div>        <h2>{ name }</h2>        <p>{ tel }</p>        <p>{ email }</p>      </div>    );  }  export default Card; |
| **App.jsx** | **Contact.js** |
| import React from "react"  import Card from "./Card"  import contacts from "../Contacts"  function App () {    return(       <div>         <Card          name={contacts[0].contactName}           tel={contacts[0].contactTel}           email={contacts[0].contactEmail}         />         <Card          name={contacts[1].contactName}          tel={contacts[1].contactTel}           email={contacts[1].contactEmail}         />       </div>     )  }  export default App; | const contacts = [      {        contactName: "Beyonce",        contactTel: "+123 456 789",        contactEmail: "b@beyonce.com"      },      {        contactName: "Jack Bauer",        contactTel: "+7387384587",        contactEmail: "jack@nowhere.com"      }  ]  export default contacts; |

**Children Prop**

If we want to render something that is between the component tags, we need to use a special prop – and the name is **children**.

In the example below, you use **children** prop to target and render everything else from the **Book.jsx** component that is passed as prop and comes after the properties of the books array object, which is the **<p>** and the **<button>**.

|  |  |
| --- | --- |
| **Index.js** | **Book.jsx** |
| import React from "react";  import ReactDOM from "react-dom";  import App from "./components/App"  ReactDOM.render(      <div>          <App/>      </div>,  document.getElementById("root")  ); | import React from "react";  function Book ({img, title, author, children}) {    return (      <article className="book">        <img src={img} alt={title} />        <h2>{title}</h2>        <h4>{author}</h4>        {children}      </article>    );  };  export default Book; |
| **App.jsx** | **Booklist.js** |
| import React from "react"  import Book from "./Book"  import books from "../Booklist"  function App () {    return(       <div>         <Book          img={books[0].img}           title={books[0].title}           author={books[0].author}          <p>This is extra text</p>          <button>click me</button>         />        </Book>         <Book          img={books[1].img}          title={books[1].title}           author={books[1].author}         />       </div>     )  }  export default App; | const books = [      {    author: "Lloyd Devereux Richards",    title: "Stone Maidens",    img: "https://images-na.ssl-images-amazon.com/images/I/51NcOGy0y3L.\_AC\_UL600\_SR600,400\_.jpg",      },      {    author: "B. Dylan Hollis",    title: "Baking Yesteryear: The Best Recipes from the 1900s to the 1980s",    img: "https://images-na.ssl-images-amazon.com/images/I/81Oa54UCQoL.\_AC\_UL600\_SR600,400\_.jpg",      }  ]  export default contacts; |
| **Result** | |
|  | |

**Mapping Data to Components**

**Revision**

**map()** creates a new array from calling a function for every array element. For example:

const numbers = [65, 44, 12, 4];

const newArr = numbers.map(myFunction)

function myFunction(num) {

  return num \* 10;

}

console.log(newArr)

//expected output [650, 440, 120, 40]

**Mapping data in React**

Have a look at the example below. The **map()** function loops through the array of contacts and calls the function **createCard()** on every item of the array.

So, on the first loop, it gets hold of the properties of each object in the contacts array (**contactName**, **contactTel** and **contactEmail**). Then, when we call the component, we assign those values we took and assign it to the Props values (**name**, **tel** and **email**) of the first object (Beyonce).

The **key prop is mandatory when mapping through arrays**. Each object of that array should have a key property associated with a unique **id**.

|  |  |
| --- | --- |
| **Index.js** | **Card.jsx** |
| import React from "react";  import ReactDOM from "react-dom";  import App from "./components/App"  ReactDOM.render(      <div>          <h1>My Contacts</h1>          <App/>      </div>,  document.getElementById("root")  ); | import React from "react";  function Card(props) {    return (      <div>        <h2>{props.name}</h2>        <p>{props.tel}</p>        <p>{props.email}</p>      </div>    );  }  export default Card; |
| **App.jsx** | **Contact.js** |
| import React from "react"  import Card from "./Card"  import contacts from "../Contacts"  function createCard(contact) {      return (        <Card          key={contact.id}          name={contact.contactName}          tel={contact.contactTel}          email={contact.contactEmail}        />      );    }  function App () {      return(          <div>              {contacts.map(createCard)}          </div>      )  }  export default App;  } | const contacts = [      {          id = 1,          contactName: "Beyonce",          contactTel: "+123 456 789",          contactEmail: "b@beyonce.com"      },      {          id = 2,          contactName: "Jack Bauer",          contactTel: "+7387384587",          contactEmail: "jack@nowhere.com"      }  ]  export default contacts; |
| **Result** | |
|  | |

Another way is by using the **spread operator**. So, each time the **map** function returns a **Book** component, it will spread out all the properties (**author**, **title** and **img**) and then also pass in the **id** as a **key**, once it’s mandatory when mapping through component properties in React.

|  |  |
| --- | --- |
| **Index.js** | **Book.jsx** |
| import React from "react";  import ReactDOM from "react-dom";  import App from "./components/App"  ReactDOM.render(      <div>          <App/>      </div>,  document.getElementById("root")  ); | import React from "react";  function Book ({img, title, author}) {    return (      <article className="book">        <img src={img} alt={title} />        <h2>{title}</h2>        <h4>{author}</h4>      </article>    );  };  export default Book; |
| **App.jsx** | **Booklist.js** |
| import React from "react"  import Book from "./Book"  import books from "../Booklist"  function App () {    return (      <section className="booklist">        {books.map((book) => {          return <Book {...book} key={book.id} />;        })}      </section>    );  }  export default App; | import img1 from './images/book-1.jpg';  import img2 from './images/book-2.jpg';  import img3 from './images/book-3.jpg';  export const books = [    {      author: 'Jordan Moore',      title: 'Interesting Facts For Curious Minds',      img: img1,      id: 1,    },    {      author: 'James Clear',      title: 'Atomic Habits',      img: img2,      id: 2,    },    {      author: 'Stephen King',      title: 'Fairy Tale',      img: img3,      id: 3,    },  ]; |

**Conditional Rendering**

Sometimes we may want to show a different component depending on some condition – and that’s when we use **conditional** **rendering**.

In the example below, it will show “Hello” if the user is Logged in, or the Login screen if the user hasn’t logged in yet. For this we use the **Ternary** **Operator**, which follow the syntax below:

**Condition ? Do it if True : Do it if False**

So, when we call the following line:

{isLoggedIn === true ? <h1>Hello</h1> : <Login />}

It means that, depending on the value of the **isLoggedIn** variable (**true** or **false**), we will display different things. If it is **true**, it will display “Hello”. If it is **false**, it will display the **Login** component.

**Note**: In this case, for simplification, we are just changing the value of **isLoggedIn** manually.

|  |  |  |
| --- | --- | --- |
| **Index.js** | **App.jsx** | |
| import React from "react";  import ReactDOM from "react-dom";  import App from "./components/App";  ReactDOM.render(<App />, document.getElementById("root")); | import React from "react";  import Login from "./Login";  const isLoggedIn = false;  function App() {    return (      <div className="container">        {isLoggedIn === true ? <h1>Hello</h1> : <Login />}      </div>    );  }  export default App; | |
| **Input.jsx** | **Login.js** | |
| import React from "react";  function Input(props) {    return <input type={props.type} placeholder={props.placeholder} />;  }  export default Input; | import React from "react";  import Input from "./Input";  function Login(props) {    return (      <form className="form">        <Input type="text" placeholder="Username" />        <Input type="password" placeholder="Password" />        <button type="submit">Login</button>      </form>    );  }  export default Login; | |
| **Result** | | |
|  | | var isLoggedIn = false; |
|  | | var isLoggedIn = true; |

Now imagine we want to add a “confirm password” field in case the user was not registered. In this case, we want to show the field “confirm password” **if the user is not registered**. We can put call the component inside a condition statement using the **ternary operator**, so the component is only rendered if the condition applies, i.e. **isRegistered** is **true**.

|  |  |  |
| --- | --- | --- |
| **Index.js** | **App.jsx** | |
| import React from "react";  import ReactDOM from "react-dom";  import App from "./components/App";  ReactDOM.render(<App />, document.getElementById("root")); | import React from "react";  import Form from "./Form";  var userIsRegistered = false;  function App() {    return (      <div className="container">        <Form isRegistered={userIsRegistered} />      </div>    );  }  export default App; | |
| **Input.jsx** | | |
| import React from "react";  function Input(props) {    return <input type={props.type} placeholder={props.placeholder} />;  }  export default Input; | | |
| **Form.jsx** | | |
| import React from "react";  import Input from "./Input";  function Form(props) {    return (      <form className="form">        <Input type="text" placeholder="Username" />        <Input type="password" placeholder="Password" />  **{props.isRegistered === false && (**  **<Input type="password" placeholder="Confirm Password" />**  **)}**        <button type="submit">          {props.isRegistered === true ? "Login" : "Register"}        </button>      </form>    );  }  export default Form; | | |
| **Result** | | |
|  | | var isRegistered = true; |
|  | | var isRegistered = false; |

There are different ways to set up this ternary operator:

|  |
| --- |
| isRegistered === false && (<Input type="password" placeholder="Confirm Password" />) |
| isRegistered === false ? (<Input type="password" placeholder="Confirm Password" />) : null |
| !isRegistered ? (<Input type="password" placeholder="Confirm Password" />) : null |

**React Hooks – Use State**

**Hooks** allow function components to have access to **state** and other React features.

The **state** is a built-in React object that is used to **contain** **data** **or** **information** about the **component**. A component’s state can change over time; **whenever it changes, the component re-renders**. The change in state can happen as a response to user action or system-generated events and these changes determine the behavior of the component and how it will render.

The **React** **useState** **Hook** allows us to **track** **state** **in** **a** **function** **component**.

**useState** accepts an **initial** **state** and **returns** **two** **values**:

* **The current state.**
* **A function that updates the state.**

For example, the code below takes the variable **color** as the current value, and **setColor** as the function that updates de color. The **useState** function takes an argument, which is the initial value of the state (in this case, it’s just an empty string, but it can be anything).

function FavoriteColor() {

  const [color, setColor] = useState("");

}

The **useState** **Hook** can be used to keep track of **strings**, **numbers**, **booleans**, **arrays**, **objects**, and any **combination** **of** **these.**

For example, below it is tracking the state of 3 variables **brand**, **model** and **year**.

function Car() {

  const [brand, setBrand] = useState("Ford");

  const [model, setModel] = useState("Mustang");

  const [year, setYear] = useState("1964");

  return (

    <>

      <h1>My {brand}</h1>

      <p>

        It is a {model} from {year}.

      </p>

    </>

  )

}

Or, we can just use **one** **state** and include an **object** instead. Both ways would lead to the same result:

|  |  |
| --- | --- |
| **car.jsx** | **Result** |
| function Car() {    const [car, setCar] = useState({      brand: "Ford",      model: "Mustang",      year: "1964",    });    return (      <>        <h1>My {car.brand}</h1>        <p>          It is a {car.model} from {car.year}.        </p>      </>    )  } |  |

**Another Example**

Consider the following code, where we have a counter that goes up every time the button **+** is pressed. The variable **count** increases in value. However, it is not re-rendered to the screen.

|  |  |
| --- | --- |
| import React from "react";  import ReactDOM from "react-dom";  var count = 0;  function increase() {      count++  }  ReactDOM.render(      <div className="container">          <h1>{count}</h1>          <button onClick={increase}>+</button>      </div>  ) |  |

We can copy and paste bit of the code that renders the HTML elements inside the increase function so it is rendered every time the buttom is clicked, but that’s **not** **good** **practice** due to **repetitive** and **long** **code**.

|  |  |
| --- | --- |
| var count = 0;  function increase() {      count++      ReactDOM.render(          <div className="container">              <h1>{count}</h1>              <button onClick={increase}>+</button>          </div>      )  }  ReactDOM.render(      <div className="container">          <h1>{count}</h1>          <button onClick={increase}>+</button>      </div>  ) |  |

The correct way is to use **React.useState()**.

It has **2** **arguments**:

* The **value** that is going to change (**count**)
* A **function** to change that value (**setCount**)

The **setCount** function will be inside another function, which is going to be called when the event is triggered. This is the typical format when using React Hook.

|  |  |
| --- | --- |
| import React, { useState } from "react";  function App() {    const [count, setCount] = React.useState(0);    function increase() {      setCount(count + 1);    }    return (      <div className="container">        <h1>{count}</h1>        <button onClick={increase}>+</button>      </div>    );  }  export default App; |  |

**Event Handling in React**

A lot of the times, we will want **events to change the state of React components**. Imagine you have the following interface and you want to:

* Change the text from “Hello” to “Submitted” as soon as you submit a name.
* Change the background color of the button if you are hovering the mouse over it.
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We will want to control two states:

* Heading Text
* If the Mouse is over the “submit” button

1. So, we need to create 2 hooks:

  const [headingText, setHeadingText] = React.useState("Hello");

  const [isMousedOver, setMouseOver] = React.useState(false);

1. To change the state of the heading when the button “submit” is clicked, we need to create a function and call it with an event in the **button** element.

  function handleClick() {

    setHeadingText("Submitted");

  }

1. And we need two **functions** (one to change **isMousedOver** to **true** and other to change it to “**false**”).

|  |  |
| --- | --- |
| function handleMouseOver() {      setMouseOver(true);    } | function handleMouseOut() {      setMouseOver(false);    } |

1. We need to assign **conditional** **rendering** to the background color of the button, depending on the state of **isMousedOver**.

        style={{ backgroundColor: isMousedOver ? "black" : "white" }}

1. Finally, we need to assign **event** **handlers** to the **button** element to call the functions when they are triggered.

      <button

        style={{ backgroundColor: isMousedOver ? "black" : "white" }}

        onClick={handleClick}

        onMouseOver={handleMouseOver}

        onMouseOut={handleMouseOut}

      >Submit

      </button>

See the full code below:

import React from "react";

function App() {

  const [headingText, setHeadingText] = React.useState("Hello");

  const [isMousedOver, setMouseOver] = React.useState(false);

  function handleClick() {

    setHeadingText("Submitted");

  }

  function handleMouseOver() {

    setMouseOver(true);

  }

  function handleMouseOut() {

    setMouseOver(false);

  }

  return (

    <div className="container">

      <h1>{headingText}</h1>

      <input type="text" placeholder="What's your name?" />

      <button

        style={{ backgroundColor: isMousedOver ? "black" : "white" }}

        onClick={handleClick}

        onMouseOver={handleMouseOver}

        onMouseOut={handleMouseOut}

      >Submit

      </button>

    </div>

  );

}

export default App;

**Event Handler and useState Example**

The code below renders a list with buttons.

1. We start be setting the people state value equal to the data array.
2. To **remove an item** (person) from the array, we use the filter function. Then when someone clicks in the “remove” button, it will run the function inside a callback function. **As the state value people changes, the page re-renders**. Note that we have to pass the id, so the function really needs to be inside a callback function, other wise it would run automatically without clicking on it.

const removeItem = (id) => {

  setPeople(people.filter((person) => person.id != id));

};

<button

   type="button"

   onClick={() => removeItem(id)}

>

remove

</button>

1. In order to clear the items, we just need to set the people array equal to an empty array, using the setPeople function. Not that there is no argument to be passed this time so the function doesn’t need to be inside a callback function.

const clearAllItems = () => {

  setPeople([]);

};

<button

 type="button"

 style={{ marginTop: "2rem" }}

 className="btn"

 onClick={clearAllItems}

>

  clear items

</button>

See the full code below:

|  |  |
| --- | --- |
| **03-useState-array.jsx** | |
| import { data } from "../../../data";  import React from "react";  const UseStateArray = () => {    const [people, setPeople] = React.useState(data);    const removeItem = (id) => {      setPeople(people.filter((person) => person.id != id));    };    const clearAllItems = () => {      setPeople([]);    };    return (      <div>        {people.map((person) => {          const { id, name } = person;          return (            <div key={id}>              <h4>{name}</h4>              <button                type="button"                onClick={() => removeItem(id)}              >                remove              </button>            </div>          );        })}        <button          type="button"          style={{ marginTop: "2rem" }}          className="btn"          onClick={clearAllItems}        >          clear items        </button>      </div>    );  };  export default UseStateArray; | |
| **data.js** | **Result** |
| export const data = [    { id: 1, name: 'john' },    { id: 2, name: 'peter' },    { id: 3, name: 'susan' },    { id: 4, name: 'anna' },  ]; |  |

**useState Gotcha**

In the example below, notice that the value that is rendered is more updated than the one logged in the console, i.e. they are not synchronous. There might be a case where in order the functionality to work that value needs to be updated.

|  |  |
| --- | --- |
| import { useState } from "react";  const UseStateGotcha = () => {    const [value, setValue] = useState(0);    const handleClick = () => {      setValue(value + 1);      console.log(value);    };    return (      <div>        <h2>{value}</h2>        <button          type="button"          className="btn"          onClick={handleClick}        >          increase        </button>      </div>    );  };  export default UseStateGotcha; |  |

If you want to update the state immediately and synchronously, you can pass a function to **setState** that receives the previous state as an argument and returns the new state.

The fact that the argument of the function is equal to the previous state value is a functionality provided by React. For example:

  const handleClick = () => {

    setValue((currentState) => {

      const newState = currentState + 1;

      return newState;

    });

**useState using objects**

The following program is written so there are 3 hooks for 3 state values:

import { useState } from "react";

const UseStateObject = () => {

  const [name, setName] = useState("peter");

  const [age, setAge] = useState(24);

  const [hobby, setHobby] = useState("read books");

  const displayPerson = () => {

    setName("john");

    setAge(28);

    setHobby("scream at the computer");

  };

  return (

    <div>

      <h3>{name}</h3>

      <h3>{age}</h3>

      <h4>Enjoys : {hobby}</h4>

      <button className="btn" onClick={displayPerson}>

        show john

      </button>

    </div>

  );

};

export default UseStateObject;

|  |  |  |
| --- | --- | --- |
|  |  |  |

However, wouldn’t it be easier if we could group then together in one object? See the example below.

import { useState } from "react";

const UseStateObject = () => {

  const [person, setPerson] = useState({

    name:"peter",

    age: 24,

    hobby: "read books"

  })

  const displayPerson = () => {

    setPerson({name: "john", age: 28, hobby: "scream at the computer"})

  };

  return (

    <div>

      <h3>{person.name}</h3>

      <h3>{person.age}</h3>

      <h4>Enjoys : {person.hobby}</h4>

      <button className="btn" onClick={displayPerson}>

        show john

      </button>

    </div>

  );

};

export default UseStateObject;

if, in the **displayPerson** function, we only write one of the properties, the other ones will be **undefined**.

|  |  |
| --- | --- |
| const displayPerson = () => {      setPerson({name: "john"})    }; |  |

We can solve this by using the **spread operator**, which grabs all the previous values and then just replaces the ones specified after.

|  |  |
| --- | --- |
| const displayPerson = () => {      setPerson({...person, name: "john"})    }; |  |

**Mutating States**

React follows Unidirectional Data Flow, meaning that the data flow inside react should and will be expected to be in a circular path.
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To make React work like this, developers made React similar to functional programming. The rule of thumb of functional programming is **immutability**.

**How does the unidirectional flow works?**

**States** are a data store which contains the data of a component. The view of a component renders based on the state. When the view needs to change something on the screen, that value should be supplied from the store.

To make this happen, React provides **setState()** function which **takes in the new state** and, **compares and merge over the previous state** and **adds the new state to the state data store**.

**Whenever the data in the state store changes, react will trigger a re-render with the new state which the view consumes and shows it on the screen.** This cycle will continue throughout the component's lifetime.

If you see the above steps, it clearly shows a lot of things are happening behind when you change the state. So, when you mutate the state directly and call **setState()** with an empty object, the previous state will be polluted with your mutation. Due to which, the shallow compare and merge of two states will be disturbed or won't happen, because you'll have only one state now. This will disrupt all the React's Lifecycle Methods. As a result, your app will **behave abnormal** or **even crash**.

And another downside of mutation of Objects and Arrays in JavaScript is, when you assign an object or an array, you're just making a reference of that object or that array. When you mutate them, all the reference to that object or that array will be affected. React handles this in an intelligent way in the background and simply give us an API to make it work.

**Most common errors done when handling states in React**

// original state

this.state = {

  a: [1,2,3,4,5]

}

// changing the state in react

// need to add '6' in the array

// bad approach

const b = this.state.a.push(6)

this.setState({

  a: b

})

In the above example, **this.state.a.push(6)** will mutate the state directly. Assigning it to another variable and calling **setState** is same as what's shown below. As we mutated the state anyway, there's no point assigning it to another variable and calling **setState** with that variable.

// same as

this.state.a.push(6)

this.setState({})

Many people do this. **This is so wrong**. This breaks the beauty of React and is bad programming practice.

So, what's the best way to handle states in React?

When you need to change 'something' in the existing state, first get a copy of that 'something' from the current state.

// original state

this.state = {

  a: [1,2,3,4,5]

}

// changing the state in react

// need to add '6' in the array

// create a copy of this.state.a

// you can use ES6's destructuring

const currentStateCopy = [...this.state.a]

Now, mutating **currentStateCopy** won't mutate the original state. Do operations over **currentStateCopy** and set it as the new state using **setState()**.

currentStateCopy.push(6)

this.setState({

  a: currentStateCopy

})

By doing this, all the references of **this.state.a** won't get affected until we use **setState**. This gives you control over your code and this'll help you write elegant test and make you confident about the performance of the code in production.

So, why can't I directly modify a component's state?

Well, you can. But, you need to face the following consequences.

1. When you scale, you'll be writing unmanageable code.
2. You'll lose control of state across components.
3. Instead of using React, you'll be writing custom codes over React.

**React Forms – Controlled Input Approach**

Imagine we want to up add the submitted name to the heading like in the image below.
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So, we have **2 states**: one to store and set the **text** **input**, and another one to store and set the **heading** **text**.

  const [name, setName] = useState("");

  const [headingText, setHeading] = useState("");

We have a function that is triggered each time the event **onChange** happens. This function will update the **name** **input** **field** **value** and store it in the **name** **variable**. In this case, **event** is pointing to the **HTML element that triggered the event**, in this case the **input field**. So, **event.target.value** will get the value of the input field.

  function handleChange(event) {

    setName(event.target.value);

  }

The input field is **controlled** because React sets the name state value from the state <input value={name}/>. When the user types into in input field, the **onChange** handler updates the state with the input’s value accessed from the event object **event.target.value**. So, name is the only source of truth. Each time you need to access the value entered by the user in the input field, just read the name state variable.

<input

  onChange={handleChange}

  type="text"

  placeholder="What's your name?"

  value={name}

/>

When we click the **submit** button, we want it to **delete the input field** and send the it to the **heading**. When using forms and we have a submit button, the page refreshes, which means it will delete the name that was added to the heading. We can prevent this by using the line **event.preventDefault()**.

function handleClick(event) {

  setHeading(name);

  event.preventDefault();

  setName("");

}

So, the generic code for a controlled input in a Form looks like this:

import React, { useState } from "react";

function App() {

  const [name, setName] = useState("");

  const [headingText, setHeading] = useState("");

  function handleChange(event) {

    setName(event.target.value);

  }

  function handleClick(event) {

    setHeading(name);

    event.preventDefault();

    setName("");

  }

  return (

    <div className="container">

      <h1>Hello {headingText}</h1>

      <form onSubmit={handleClick}>

        <input

          onChange={handleChange}

          type="text"

          placeholder="What's your name?"

          value={name}

        />

        <button type="submit">Submit</button>

      </form>

    </div>

  );

}

export default App;

Basically, whatever we're going to be typing, this is going to be added to the state value.

Then whenever you submit the form, you just grab that state value and do whatever you need to do, whether that is to post some data on a server or to set up some kind of functionality.

**Multiple Returns**

**Introduction**

A function can have multiple returns, depending or if a certain condition is met. Below is a typical example where, while we are waiting for the data to be fetched (which in this case that waiting time is simulated with a setTimeout function), we display a Loading message on the screen.

So, if isLoading is true, then it will return the **Loading** heading. If it’s false, the function will return whatever is in the app.

import { useEffect, useState } from 'react';

const MultipleReturnsBasics = () => {

  // while fetching data

  const [isLoading, setIsLoading] = useState(true);

  useEffect(() => {

    setTimeout(() => {

      // done fetching data

      setIsLoading(false);

    }, 3000);

  }, []);

  // can return entire app

  if (isLoading) {

    return <h2>Loading...</h2>;

  }

  return <h2>My App</h2>;

};

export default MultipleReturnsBasics;

**Fetching Data**

The example below is a typical case of fetching data using **useEffect**.

1. We usually want to display a Loading screen (while we are waiting for the data) and an error screen (if the data cannot be fetched).

  const [isLoading, setIsLoading] = useState(true);

  const [isError, setIsError] = useState(false);

  if (isLoading) {

    return <h2>Loading...</h2>;

  }

  if (isError) {

    return <h2>There was an error...</h2>;

  }

1. So, we want to set up a **useEffect** to fetch the data.

If we are NOT successful, we want the Loading message to disappear and the error message to show.

if (!resp.ok) {

setIsError(true);

  setIsLoading(false);

  return;

}

If we are successful, we just want to hide the loading message.

setIsLoading(false);

So, the full code would look like:

import { useEffect, useState } from 'react';

const url = 'https://api.github.com/users/QuincyLarson';

const MultipleReturnsFetchData = () => {

  const [isLoading, setIsLoading] = useState(true);

  const [isError, setIsError] = useState(false);

  const [user, setUser] = useState(null);

  useEffect(() => {

    const fetchUser = async () => {

      try {

        const resp = await fetch(url);

        // console.log(resp);

        if (!resp.ok) {

          setIsError(true);

          setIsLoading(false);

          return;

        }

        const user = await resp.json();

        setUser(user);

      } catch (error) {

        setIsError(true);

        // console.log(error);

      }

      // hide loading

      setIsLoading(false);

    };

    fetchUser();

  }, []);

  // order matters

  // don't place user JSX before loading or error

  if (isLoading) {

    return <h2>Loading...</h2>;

  }

  if (isError) {

    return <h2>There was an error...</h2>;

  }

  const { avatar\_url, name, company, bio } = user;

  return (

    <div>

      <img

        style={{ width: '150px', borderRadius: '25px' }}

        src={avatar\_url}

        alt={name}

      />

      <h2>{name}</h2>

      <h4>works at {company}</h4>

      <p>{bio}</p>

    </div>

  );

};

export default MultipleReturnsFetchData;

**Multiple Controlled Inputs**

Let's talk about how we can set up one state value for multiple inputs. This is not something you have to do, you can have multiple states for multiple inputs.

Consider the following input field.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjwAAAFwCAIAAAAzHzZHAAAAAXNSR0IArs4c6QAAJoFJREFUeF7t3Q9wFOd9xvH3dAcnm8HCHoKMi02NXWPABmRS5BknUuqAkoGIDlHkscHqUI9VTBqIhwrqTmR1CkraIIVxbNfYozZRR3VJLctMUaGOcD1FDVNLY2Lh2sY0QQRMDHIISChCOnEn9d3bu9OddEiHbv+9e9+LIh/S7m/f9/Mu+/C+tyd5BgaDggcCCCCAAAIqCGSp0EjaiAACCCCAgCZAaHEeIIAAAggoI0BoKTNUNBQBBBBAwJP8Na1hTWZY/o8HAggggAAC5gt4hEc7SPjTOI+E0PKIYZ/Xm5U10U7mt54jIIAAAghkpsDQ0HAwFBq+RnxFlgeHh4dlYk2d4iOxMvMsodcIIICAQwRkDMkwkpEkH2ObpIWW9p1hOcfi9S2HDBnNQAABBDJdQEaSnk2jICJfld/IyiK0Mv0sof8IIICAQwRkJOmhNSq3IjOtoaEhhzSUZiCAAAIIICAFZDAlmWnpNEmXDlFDAAEEEEDALoFYMMUnVHT+xUzLrmHhuAgggAACyQSGwzOtJMuD2kwLMgQQQAABBJwkkDSYRu4edFJTaQsCCCCAQKYLJEyzogk28j6tTOeh/wgggAACThK4xvu0tLvgWR100kDRFgQQQACBiID8eYJaQsV+rGCWFllkFucHAggggIDzBGQ8jQoo3lDsvFGiRQgggAAC1xAgtDg1EEAAAQSUESC0lBkqGooAAgggQGhxDiCAAAIIKCNAaCkzVDQUAQQQQIDQ4hxAAAEEEFBGgNBSZqhoKAIIIIAAocU5gAACCCCgjAChpcxQ0VAEEEAAAUKLcwABBBBAQBkBQkuZoaKhCCCAAAKEFucAAggggIAyAoSWMkNFQxFAAAEECC3OAQQQQAABZQQILWWGioYigAACCBBanAMIIIAAAsoIEFrKDBUNRQABBBAgtDgHEEAAAQSUESC0lBkqGooAAgggQGhxDiCAAAIIKCNAaCkzVDQUAQQQQIDQ4hxAAAEEEFBGgNBSZqhoKAIIIIAAocU5gAACCCCgjAChpcxQ0VAEEEAAAUKLc0B9gXNNZbcumrG7I7We9LZ858EZi7/x4rFAatuP2er6DjfJg7AbAggkFSC0ODFMErjQWL5ohsySdXtPj3+EQFv1Ym3Lsn0XTGqK48vqVjXtjm8oDUTAdgFCy/YhcHsD3q5v/mC8Pvb8597az0xBON1Svblke/O5UcWnF333ne73X//WEr8pR3VT0Z6OumeeKHopxSmsm3pOX5wrQGg5d2zc0LKi/OJZZ194o3Xgmp053rD7kChcUGBCb7s+2NtwpPfahzbhkC4reeVka31bO4IuG1bFu0NoKT6ADm9+y7z5j/q7Xnql8VTyhg4caXrhA3/FQ/ndDu8IzUMAAWcIEFrOGAfXtsJftGbjYtFR9x/Hk3XxbOPf7+26b+OafPH+mG937dskX+iqPTrqGym9/NO+W3uRrGiX3Le1PC/80lrcK0bh725qTFg2HCk78MsDtU8XL9F2eSD/T7bXtV3HK21dR+q3/UnhfG3fB4uermn+uDeNgR1pUs/HTZV62cWFj+xoOtEzuupIjy621T2zPj/8GuGS1U/XHuwcM03qqJV1ypu6RtU4WpPwsqJ+s0leVbPcbNf6MOCoFx17Txys2Vyid/aB/JKna49cB1QaLOya6QKEVqafAab3/76SzcXi/ZebWvvGHOqDA3Vvi6InVy/2GdyK3Ps2VldtLH9Ylp1TukV7Xl2Vl5vCQbqP1qz5ws727IJyucs380XHgW1/XFS+72wKu15o/V7x/JKalmB+mdx3a8GMtvqyL62rPTrZexSjhzx98OmCR/b2SMaqDeX3BVpeqspf98rYjNc2P9NU/qVN/9CzoOwp2YDV8y8eqn6ieM3ujsks7914V5HsxZaCxbLsw6vDgBuL7oi9Cni2cXNh/hN722et3Kx1dsXc37ZWt6WilAIkmyAwvkBff+Dy765c7L48zAMBIwV+89qTC3Nyd7UND/f/bOc9uQtL936SWH7g8N/k5dy/8/DA8PC7u3JyFz7+xm/iNzj/xlPyizXvjmrTSNmRb3z6+uO5C3N+8N6oTdt+IBvw1Gufju5Vsq/rZfPuefCp187EbX/m9SfvX5hz/7af/jbui8kOF25t3pMNJ/tjG/7uvZpVC3O+vKtNdnCCR7JODUeb9PVdbd2x/T957Vt5kuU7/5VQNNyjvHvu/1rNO3F/kfUG5H7thf+NP/x7NdLqydfPj2pSsiEYvgZsZEAbTsbVuPzxLxKGb6Iu830EJhaQwSTjSYZUf+Cq/BgYDMoPZlr8q8Z0geyHSjYvEy3/cCBhfnDqjRdfCix+qqTAQTfxBYqe3VV6exzI7SW1f7dSfHbg0LvjL/R1NPx1q3h4W+Xj87Jje09bWv7nK8UHe1vHvXlyQv3SLVuW58S2mlO64TE5ZWw8Nna5NZD71K6K/OkjBactrfj+lsWi87UjSddmJzzyNTfo+ezXcnXxntt/L26L6fPvnjn5iuyJQMoChFbKVGw4eYEFZdrl+5X9R0bWyt7/j/oWUbB57YLJVzV+z4Kiz8dd9MP1c+7/YrEQdR+cHO9ox1rrPhPFa784N3GjnFx5WQ8cO5POiz35+QsSU/22ecuF6AqObY5/zUNjMO9bWiTE++9+NPoVrPTochfkyza8uKum5Vy6i5/pNYS9M1GA0MrEUbe+zzlffqxiVqD279+IvNH44oG6HWdzt2wonm19W8Y54rzcWWO+m8LrbT1dZ2UqNG/+in7DwsjH6npZrv2TdF7sSdak5D3Inzu28cI/MvMzUPreDXV1K+ce3ftI3gNL1m2ve7tzzK0hBh6MUggkCBBanBCWCPjzy7YvFdE3Gp9u+ZcGMWfzmnxTLqmWdCj+IAMBbfGw4HH9jo/RH5vvdeG62dzi54591Pxa1crcUwe2rSteXlLV8onl7hwwIwUIrYwcdjs6PXfVujJx9oX9bQOBtobvdYhHt5TdN4l2XB64PIm9UtwlMDB2ueuzX8ufrlQw66ZxSuTeNk9+Nyf/69/65pYkH0VzUjx8epv9ZmDsbYKf/fqELHr750ZeFLvGMQZ+d/0LfbfMK/rmcy3/807bcyuzjzQ98pcT/byu9LrH3gjoAoQWZ4JVAresKN3i73p+b/PBQw2f+StKV4x/Jc2epr28dKwzcW3t4vH2w+Y1+I3Wd0dfu98/cqBLzClaqsXSNR9355XL5cEjx2xdJTvePOam8553DzUKUfb5vLgZrT9b/luhuXPUD4T8vw//e7Ks0+c/urP6USHebn3fnB/HNdmGsZ87BQgtd46rI3vlL3hsW5E4VL4p/Ibihya4azDnD/LkTQTN9XvbR97gdbbxr59tSLlv2T55iM6u36a8gwjUfu/59rjk6WmrqdhxVhT/Wen4k8KcL5ZunyN+8mxFY2LE9hxv/Me3jL0JYpzOtHzvu43xa3SfNFU8c0jct6Hsy/F3l8xb/LBk2VsX9+azgaPhbo59eLO1tDvz61Fh3HPqeOKdIL/plnE1K/WX31IfEbZEYLQAocU5YaHAnV8rk/8kl//237pOe9fq+I87v16xfZ44Wl+04onKl55/8aXq8i+tqbvzOzXyZr7UHvcs+3quOFtZru1eXVGf/A25CaUeq/xKa9EXC8t3yMM9X7mpcPkf17ffubKhqmSiNyb7l2/8fuVDonHzV+TPoQi39vnqZ9Yvmf+N8o7rX3ZLrXdjtiqofFJU/uGDjzxTEzn6H1Y1igWV39+yPOGfB/6Csu+Uzgo0blqzpiKyZf6fdpa/sCHJYWctKZBv0P7Js2XaltW1ByO3QQ50PD//gUL9QC++VLNt3brNb/tL/+YxeUshDwTMFiC0zBamfrzA9JVlGxbPeqw04d/+1yLyL9/645bvri7yd7y445UXXjs+o2xP49bCGSmLZj+0bf+ex4pEm9y98VN/Cu8H8xdseb3t774mbxip3PHKix03FW3f1fbmc8Xx79y61tHlm6L+tWX/d1cvFu/Iw1XuqG/+xeeKn/vRidrVEwVeyv2ZaMO5pXva/+2puWeaZONrD56dv2Hb/rder1g2pt+3l7zwxq7KR3/v9D/Lbv5L68DS6jeeK02+/Dmn7MUfVa+dfkJu+fKh7uxIqZylJZUPf677sKZU+fK/n5hV0vBfh+vWWvPS3UQKfN/tAh75ZuNQKBQMBm/OGf0OFbf3nf4hEBOQP+ivsLx5Q8v5bSpOF+TPHizaVVD33p5SZ72FgBMMgbQELvX0+nw+r9eblaXNrzwej/zMTCstU3ZGAAEEELBSgNCyUptjIYAAAgikJUBopcXHzggggAACVgoQWlZqcywEEEAAgbQEuBEjLT52RgABBBAwSYAbMUyCpSwCCCCAgEUCLA9aBM1hEEAAAQTSFyC00jekAgIIIICARQKElkXQHAYBBBBAIH0BQit9QyoggAACCFgkQGhZBM1hEEAAAQTSFyC00jekAgIIIICARQKElkXQHAYBBBBAIH0BQit9QyoggAACCFgkQGhZBM1hEEAAAQTSFyC00jekAgIIIICARQKElkXQHAYBBBBAIH0BQit9QyoggAACCFgkQGhZBM1hEEAAAQTSFyC00jekAgIIIICARQKElkXQHAYBBBBAIH0BQit9QyoggAACCFgkQGhZBM1hEEAAAQTSFyC00jekAgIIIICARQJ2hlbXvk0zbt3UeC6uq+eaysqbuizqO4dBAAEEEFBMwM7QklTFxaK8ipRS7KShuQgggIBdAjaHlli1s2VBVcW+C0n7H56KLQp/1LRHt9C+uLupsTz8dW1adiHueeKkbcy+dilzXAQQQAABQwTsDi0hlm99dcmmZxMWCSM9u9B6asWJ8x92n/+wZXt90e6OkQ7vekvskF8/XCeq5t/6bOx5XPh11Oa9teY9bd/uA6KIJUdDThaKIIAAAnYL2B9aQiytODAv2SLhzNKtJblhoOWFGxKgtm8snS2/MLNgVYGIe9586qy+Wde+V6ojXxdi2crK5s7TdkNzfAQQQACB9AWcEFoyV7YlXyQ8WhNZHlxdf91d3bU+urS4vlp0no6/3eO6a7EDAggggIAjBJwRWrFFwk/jUGRivTxPXx7sPpA400qBrnjPYW3HyMee8MyMBwIIIICA2gJOCa3IIuHqquaoZ9eZTrHgLn15sP3w9c20ch9cIZK/Tqb2aNF6BBBAIMMFnBNa4UXC7SPDkbt2Z93xyBJfq7jOmdbskgb5OlmefufhohnxN3Fk+IDTfQQQQEBlAU9ffyAUCgWDwZtzpqvcEdqOAAIIIOAqgUs9vT6fz+v1ZmVp8yuPxyM/O2mm5SptOoMAAgggYLwAoWW8KRURQAABBEwSILRMgqUsAggggIDxAoSW8aZURAABBBAwSYDQMgmWsggggAACxgsQWsabUhEBBBBAwCQBQsskWMoigAACCBgvQGgZb0pFBBBAAAGTBAgtk2ApiwACCCBgvAChZbwpFRFAAAEETBIgtEyCpSwCCCCAgPEChJbxplREAAEEEDBJgNAyCZayCCCAAALGCxBaxptSEQEEEEDAJAFCyyRYyiKAAAIIGC9g5+/T6g8EL/cNDF4NGd8tKiKAAAIIGCQwdYr3pmnZN/h9BtVLtUzS36dlW2jJxLrYc2X6NL9/qtUQqYKxHQIIIICAEIHBYG9f4JacGy3OLWf9Ekg5xyKx+OuAAAIIOF9ATi3k5VpetJ3QVNte05KrgsyxnHAG0AYEEEBgQgF5uXbISzm2hdaERmyAAAIIIIDAKAFCi1MCAQQQQEAZAUJLmaGioQgggAAChBbnAAIIIICAMgKEljJDRUMRQAABBAgtzgEEEEAAAWUECC1lhoqGIoAAAggQWpwDCCCAAALKCBBaygwVDUUAAQQQILQ4BxBAAAEElBEgtJQZKhqKAAIIIEBocQ4ggAACCCgjQGgpM1Q0FAEEEECA0OIcQAABBBBQRoDQUmaoaCgCCCCAAKHFOYAAAgggoIwAoaXMUNFQBBBAAAFCi3MAAQQQQEAZAUJLmaGioQgggAAChBbnAAIIIICAMgK2hdbUKd7AYFAZJxqKAAIIZLCAvFzLi7YTAGwLrZumZff2BcgtJ5wEtAEBBBAYR0BeqOXlWl60naDk6esPhEKhYDB4c850ixvUHwhe7hsYvBqy+LgcDgEEEEAgdQE5x5KJdYPfl/ouhmx5qafX5/N5vd6sLG1+5fF4tM82hpYhvaIIAggggIArBZKGlm3Lg64kplMIIIAAAqYKEFqm8lIcAQQQQMBIAULLSE1qIYAAAgiYKkBomcpLcQQQQAABIwUILSM1qYUAAgggYKoAoWUqL8URQAABBIwUILSM1KQWAggggICpAoSWqbwURwABBBAwUoDQMlKTWggggAACpgoQWqbyUhwBBBBAwEgBQstITWohgAACCJgqQGiZyktxBBBAAAEjBQgtIzWphQACCCBgqgChZSovxRFAAAEEjBQgtIzUpBYCCCCAgKkChJapvBRHAAEEEDBSgNAyUpNaCCCAAAKmChBapvJSHAEEEEDASAFCy0hNaiGAAAIImCpAaJnKS3EEEEAAASMF3BVa55rKbt3UeC4MpD2vaTfSiloIIIAAAjYL2BlaXfs2zbh1UfQjGjbpgMwuaTi/p3R2OiXYFwEEEEDAuQJ2hpZUKd5zuPv8h+EPwsa5ZwktQwABBBwiYHNoJVEIL+s1RiZh2vQrOiFLmIrFzdLi1gBZEnTIaUUzEEAAAXMEnBdaWj/r94udcvp1Yo8oz1tUEXte1dQVUbjQemrFifAUrWV7fdHuDnNwqIoAAggg4CwBm0OreVNh5DWt8lggSaANm9fOlP/JfXBFcfzz5s7TEb2ZpVtLcsPPlxducJYorUEAAQQQME3A5tAaeU2rLhJCqfb0aE0k7VbXp7oL2yGAAAIIKC5gc2hNUk8m1svz9OXB7gPMtCapyG4IIICAcgJKhlbXmU6x4C59ebD9MDMt5c46GowAAghMUsDm0Bp5TevWRbVHU+1D7tqddcfX68uDrYKZVqpubIcAAgioLuDp6w+EQqFgMHhzznTVO0P7EUAAAQRcI3Cpp9fn83m93qwsbX7l8XjkZ5tnWq7BpSMIIIAAAhYIEFoWIHMIBBBAAAFjBAgtYxypggACCCBggQChZQEyh0AAAQQQMEaA0DLGkSoIIIAAAhYIEFoWIHMIBBBAAAFjBAgtYxypggACCCBggQChZQEyh0AAAQQQMEaA0DLGkSoIIIAAAhYIEFoWIHMIBBBAAAFjBAgtYxypggACCCBggQChZQEyh0AAAQQQMEaA0DLGkSoIIIAAAhYIEFoWIHMIBBBAAAFjBAgtYxypggACCCBggYCdv0+rPxC83DcweDVkQT85BAIIIIDA5ASmTvHeNC37Br9vcrtPeq+kv0/LttCSiXWx58r0aX7/VKshJi3IjggggEAGCgQGg719gVtybrQ4t5z1SyDlHIvEysCzny4jgIByAnJqIS/X8qLthJbb9pqWXBVkjuWEM4A2IIAAAhMKyMu1Q17KsS20JjRiAwQQQAABBEYJEFqcEggggAACyggQWsoMFQ1FAAEEECC0OAcQQAABBJQRILSUGSoaigACCCBAaHEOIIAAAggoI0BoKTNUNBQBBBBAgNDiHEAAAQQQUEaA0FJmqGgoAggggAChxTmAAAIIIKCMAKGlzFDRUAQQQAABQotzAAEEEEBAGQFCS5mhoqEIIIAAAoQW5wACCCCAgDIChJYyQ0VDEUAAAQQILc4BBBBAAAFlBAgtZYaKhiKAAAIIEFqcAwgggAACyggQWsoMFQ1FAAEEECC0OAcQQAABBJQRsC20pk7xBgaDyjjRUAQQQCCDBeTlWl60nQBgW2jdNC27ty9AbjnhJKANCCCAwDgC8kItL9fyou0EJU9ffyAUCgWDwZtzplvcoP5A8HLfwODVkMXH5XAIIIAAAqkLyDmWTKwb/L7UdzFky0s9vT6fz+v1ZmVp8yuPx6N9tjG0DOkVRRBAAAEEXCmQNLRsWx50JTGdQgABBBAwVYDQMpWX4ggggAACRgoQWkZqUgsBBBBAwFQBQstUXoojgAACCBgpQGgZqUktBBBAAAFTBQgtU3kpjgACCCBgpAChZaQmtRBAAAEETBUgtEzlpTgCCCCAgJEChJaRmtRCAAEEEDBVgNAylZfiCCCAAAJGChBaRmpSCwEEEEDAVAFCy1ReiiOAAAIIGClAaBmpSS0EEEAAAVMFCC1TeSmOAAIIIGCkAKFlpCa1EEAAAQRMFSC0TOWlOAIIIICAkQKElpGa1EIAAQQQMFWA0DKVl+IIIIAAAkYKEFpGalILAQQQQMBUAULLVF6KI4AAAggYKUBopajZUXtrTXuK27IZAggggIA5AnaGVte+TTNuXRT9IBLMGWGqIoAAAi4SsDO0JGPxnsPd5z+UHyf2dBaVN3W5SJauIIAAAggYLmBzaMX6k7t2Y2Vz5+nwn+NmYAnTr/bdkWlZ2b4LkR3PNZVF5mr6lhcayzc1ntO/KRf0FtUejT0fKRWrMyN+xU8rVdMYnvxF9xKxLWNfMXwAKIgAAgggkLqAU0IrrsUXWk+tOBGefrVsry/a3aF/SyZZkXhVn5Y1rJ0ZiaW8t9a8p32l+/y25dqXZhasEvvfCUfauZOiuODYmfDzo4eqt68MbxCuc3yHXr/7gEic3tXvFzvl1yuWjT5iweH11amjsiUCCCCAgDkCTgmt9t3ro7kys3RrSW64t8sLN8R6nXvHPHH8ZOL64Zy5xa2nP02AkZs1HzwsN+t65y2xaoXQn5/prCxcqudcwyZRtyNSXyz70zrxVmtkZia/u2FzJA6jWz6m7yWWb3210pwBoCoCCCCAQOoCNodW86ZC/UYMbRa1NZIQ4mhN5O6M1fUjPVm27cSqt+bLjUde+ppZWveqWK3tPrJ8t2xleJnxQuvBeQVrC9cI/bmYe1us0ry5s2PPZ85dMDr24uzit0ydlC0RQAABBMwSsDm0YjdiJCTWy/Oiy3cb4vudu3aPdsuGjK7omqEQSyu0hT4ZXbGXspYWbK9vPXr29AK5HigzKfxcrCgYCarO0yNTqwunjxfE5dko5bgtz508ZtYQUBcBBBBAIFUBm0NrbDPlUp5YcJe+PNh+OG6mFd10wnXCuXcWHHv5lWN3zpF7yAVG7fmqQr2gDLmC7a3lVdHbFI/+uDwhz+KbE95yb4f+pfa9Vc2pkrIdAggggIBZAo4Lrdy1O+uOr9eXB1vFhli/R24pXC1a6vQXpbT7A8NbFu5fdVi/e0I+ch9cIZrFmgfDN2ssW7mkuXXJHfqNG9pj+dYPWxZUacuM8kNO6SKlkvgu33p4pCWFvKZl1ilIXQQQQCB1AU9ffyAUCgWDwZtzpqe+G1sigAACCCBgqsClnl6fz+f1erOytPmVx+ORnx030zKVgOIIIIAAAkoLEFpKDx+NRwABBDJLgNDKrPGmtwgggIDSAoSW0sNH4xFAAIHMEiC0Mmu86S0CCCCgtAChpfTw0XgEEEAgswQIrcwab3qLAAIIKC1AaCk9fDQeAQQQyCwBQiuzxpveIoAAAkoLEFpKDx+NRwABBDJLgNDKrPGmtwgggIDSAoSW0sNH4xFAAIHMEiC0Mmu86S0CCCCgtAChpfTw0XgEEEAgswQIrcwab3qLAAIIKC1g5+/T6g8EL/cNDF4NKS1I4xFAAAF3C0yd4r1pWvYNfp/F3Uz6+7RsCy2ZWBd7rkyf5vdPtRrCYncOhwACCCgtEBgM9vYFbsm50eLcctYvgZRzLBJL6fOYxiOAQIYIyKmFvFzLi7YT+mvba1pyVZA5lhPOANqAAAIITCggL9cOeSnHttCa0IgNEEAAAQQQGCVAaHFKIIAAAggoI0BoKTNUNBQBBBBAgNDiHEAAAQQQUEaA0FJmqGgoAggggAChxTmAAAIIIKCMAKGlzFDRUAQQQAABQotzAAEEEEBAGQFCS5mhoqEIIIAAAoQW5wACCCCAgDIChJYyQ0VDEUAAAQQILc4BBBBAAAFlBAgtZYaKhiKAAAIIEFqcAwgggAACyggQWsoMFQ1FAAEEECC0OAcQQAABBJQRILSUGSoaigACCCBAaHEOIIAAAggoI0BoKTNUNBQBBBBAgNDiHEAAAQQQUEbAttCaOsUbGAwq40RDEUAAgQwWkJdredF2AoBtoXXTtOzevgC55YSTgDYggAAC4wjIC7W8XMuLthOUPH39gVAoFAwGb86ZbnGD+gPBy30Dg1dDFh+XwyGAAAIIpC4g51gysW7w+1LfxZAtL/X0+nw+r9eblaXNrzwej/bZxtAypFcUQQABBBBwpUDS0LJtedCVxHQKAQQQQMBUAULLVF6KI4AAAggYKUBoGalJLQQQQAABUwUILVN5KY4AAgggYKQAoWWkJrUQQAABBEwVILRM5aU4AggggICRAoSWkZrUQgABBBAwVYDQMpWX4ggggAACRgoQWkZqUgsBBBBAwFQBQstUXoojgAACCBgpQGgZqUktBBBAAAFTBQgtU3kpjgACCCBgpAChZaQmtRBAAAEETBUgtEzlpTgCCCCAgJEChJaRmtRCAAEEEDBVgNAylZfiCCCAAAJGChBaRmpSCwEEEEDAVAFCy1ReiiOAAAIIGClAaBmpSS0EEEAAAVMFCC1TeSmOAAIIIGCkgKevPxAKhYLB4M05040snFqt4eHh1DZkKwQQQAAB2wQ8Ho/1x77U0+vz+bxeb1aWNr/S22BbaMm40hNraGhIfia9rD8hOCICCCAwvoCeE7HMsDi6HBRaMqJkVh37+fBPD2adOpnFdIu/OQgggIAzBWRs3XnX0FdWDS15wCPTy8rcShpaNrympSdWx8+H9jzv6/wlieXME5VWIYAAApqAnFTIC7W8XMuLtnzYvipmT2jJV9F+esCGQ3MOIoAAAghMTkBetOWlO+NCS++w7PmvOr2Tg2MvBBBAAAHrBeRFW166w3MvO2+gs2G6IyeY4bi23pwjIoAAAghMUkBetOWlW791zsaHDaFle1DbyM2hEUAAAXUF7J1j6W42hJYTuq3uSUPLrRHY0SDqoh9/8dWJjvlV8cMGMfFmycr8xSvih381UX2+j4BjBGy/gNsQWo7BpyEIJBeQiZXzkSgvC3+8Ku5YP8lAuj7fNJLv+g7E1gioLEBoqTx6tN0Mga+KHCHOvBct/ab4+afijjwzjqTV/MFG8e2/Nas4dRFwn4DVPxFDTi3lj4waGBjY+k0bfmqU+8aPHpkhoM+0kmSJnAytF2deFT94Uzus3Ey0iqo6IfSvfyTuXah9/Ups33JRVyA+jn79XKs4ebf4wm3aNvK5tqMQcnnwjl9px5LVZoc783G0vhldoyYC6Qjsfqk3Oztb/mgla95i7JQ3F6dDxr4IWCBQ1SpuXBh5TWtHeaoHvPf3RWN4OVEsFPF73SG0ZcbGj8TsAnHXL7XnP/tUzP68KEosXPWquEJipYrNdpkrwPJg5o49Pb+mQF3kBS0tXQq09ErlJotz74oWWTG8nDj77pHaPw+v/rVc0D6fDM+uznVjjwACkxQgtCYJx26ZIPBPfxmZGN27dvTEaGz3ez6JfI1MyoRzgz7aJUBo2SXPcR0qUPRXou77CW273hCaPcOhXaNZCLhAgNBywSDSBSMFWt4TV25LeO/UFxaKK7+KLP31iOidhOWR+yZix773j8JPvyoeuE2c+6WRTaIWAgjEBAgtTgYEEgXeFN8uEz3RGzHkC1ryFsHYnYQ/+yh6j8bd4mN540Tc4+Pu8L0b64X4KHJn4PXJvinOXBH3rk+4ieP6KrA1AhkgwC3vGTDIdBEBBBAwQoBb3o1QpAYCCCCAQMYIsDyYMUNNRxFAAAH1BQgt9ceQHiCAAAIZI0BoZcxQ01EEEEBAfQEbQkv/oVXhTzwQQAABBNQQ0C/a1vzUwXFEbAgtvdu3zx1UY6BoJQIIIICAEPKibXtiyXGwIbSysrK8Xu8frRzgNEAAAQQQUEVAXrTlpVtewO1tsNWH14Na9nzxUvH4E5dunxtgndDeM4CjI4AAAuMIyEu0vFDLy7W8aMtLt+0rhFa/uVh2WP5KraGhIflbtQKBwODgoHwi/2j7r3DmrEUAAQQQGCUgpxlyaiV/gdbUqVP9fr98Iv9o2SJh0t+nZUNoxXIrFH2QWPxVQQABBJwpICNKTrD0h5WJJTUcFFp6bulZJadZ+h+dOWC0CgEEEMhYAX1Spb+OJZ9bNsfSwZ0VWnqbyKqM/ctAxxFAQCEBi+PKuaGl0JjRVAQQQAABKwWSzrSsvnvQyg5zLAQQQAABlwkQWi4bULqDAAIIuFmA0HLz6NI3BBBAwGUChJbLBpTuIIAAAm4WILTcPLr0DQEEEHCZAKHlsgGlOwgggICbBQgtN48ufUMAAQRcJkBouWxA6Q4CCCDgZgFCy82jS98QQAABlwkQWi4bULqDAAIIuFmA0HLz6NI3BBBAwGUChJbLBpTuIIAAAm4WILTcPLr0DQEEEHCZAKHlsgGlOwgggICbBQgtN48ufUMAAQRcJkBouWxA6Q4CCCDgZgFCy82jS98QQAABlwkQWi4bULqDAAIIuFmA0HLz6NI3BBBAwGUChJbLBpTuIIAAAm4WILTcPLr0DQEEEHCZAKHlsgGlOwgggICbBbI8Qnjk/4W4ejXo5o7SNwQQQAABdQT0SJLxFA6okUdWOLI88nGlv1+d7tBSBBBAAAE3C8hIksEk40mfV8XCK7I8KL93NRi62N0TGBx0MwN9QwABBBBwtoCMIRlGMpLCoTX64bkyMDikPUJyLqY95H9CoSH5MTQ0LIaHh53dOVqHAAIIIKC+QHgZ0JMlH16vT35MmeLzaZ/kn+XXtMXAaIBpoSWjKaSlVCgo80rmVigkv6KFViSyosFFgKl/ZtADBBBAwCkCI/Oo8AKgRwst+VmGlldGlk/GlXzm1RNrJLT6A1f1iNIf4fTSHvKLY+ZZpJZTxpp2IIAAAuoLJKz+6cmkTbbCYaU/0WNMjzS9vx49tPRHfFyFE4vlQfXPCnqAAAIIOF4gGkyRSVUsrkZNsyKhJf8Ty63YBCsur5hgOX7AaSACCCCgsEB0FjUqu6KrgvF3ZHgGBoN6Po39zExL4XOApiOAAALqCERua48uA8YvCY66h/D/AcAk744wQsu3AAAAAElFTkSuQmCC)

You can set one state value that controls the inputs for each input field if that state value is an object:

  const [user, setUser] = useState({

    name: '',

    email: '',

    password: '',

  });

Since we only have one state value, we will only have one function. Now, when we setup the value in the input, we have to use dot notation to refer to that specific property.

   <input

     type='text'

     className='form-input'

     id='name'

**value={user.name}**

**onChange={handleChange}**

    />

But how can we access the actual value? For this, we have to use the name attribute. So, if you have this setup where you use a state as an object, you have to always use the name attribute.

   <input

     type='text'

     className='form-input'

     id='name'

**name='name'**

value={user.name}

     onChange={handleChange}

    />

So how do we now update the value? Through the handleChange function. We cannot use the following code.

  const handleChange = (e) => {

    setUser({ name:"" });

  };

That would just override the object and make it just have one property. We want to spread out again all the existing first values, and after that we want to dynamically update the property in state and set it equal to value. For that, we will use the name attribute, and that is why it is **so important that the name attribute matches the key name.**

  const handleChange = (e) => {

    setUser({ ...user, [e.target.name]: e.target.value });

  };

Now, the state value is equal to whatever is in the input field.

**Checkbox Input**

When working with checkboxes, the value of the checked attribute (true or false) is controlled by a state value. By doing this, the value of the checkbox (true or false) is synchronized with the corresponding state value.

const [shipping, setShipping] = useState(false);

  const handleShipping = (e) => {

    setShipping(e.target.checked);

  };

  return (

    <div>

      <form className='form'>

        <h4>Other Inputs</h4>

        {/\* name \*/}

        <div className='form-row' style={{ textAlign: 'left' }}>

          <input

            type='checkbox'

            checked={shipping}

            id='shipping'

            name='shipping'

            onChange={handleShipping}

          />

          <label htmlFor='shipping'> Free Shipping </label>

        </div>

        <div className='form-row' style={{ textAlign: 'left' }}>

          <label htmlFor='framework' className='form-label'>

            Framework

          </label>

        </div>

        <button type='submit' className='btn btn-block'>

          submit

        </button>

      </form>

    </div>

  );

};
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**Select Input**

When it comes to select input, we usually get a list of possible selections from the API. For example:

const frameworks = ["react", "angular", "vue", "svelte"];

We then have to iterate over that list to get the elements. Note that in this case we don’t have the parameter, so we are using the framework name itself as a key. The key just needs to be a unique value, which in this case it is (the framework names don’t repeat). In reality, every API should have IDs for each element.

{frameworks.map((framework) => {

    return <option key={framework}>{framework}</option>;

)}

We also need to synchronize the value selected with a state value. We do that by setting the value of the select input equal to the state value, and then using the state function to update the state so it is equal to the value.

import { useState } from "react";

const frameworks = ["react", "angular", "vue", "svelte"];

const OtherInputs = () => {

  const [framework, setFramework] = useState("react");

  const handleFramework = (e) => {

    setFramework(e.target.value);

  };

  return (

    <div>

      <form className="form">

        <h4>Other Inputs</h4>

        {/\* name \*/}

        <div className="form-row" style={{ textAlign: "left" }}>

          <label htmlFor="framework" className="form-label">

            Framework

          </label>

          <select

            name="framework"

            id="framework"

            value={framework}

            onChange={handleFramework}

          >

            {frameworks.map((framework) => {

              return <option key={framework}>{framework}</option>;

            })}

          </select>

        </div>

        <button type="submit" className="btn btn-block">

          submit

        </button>

      </form>

    </div>

  );

};

export default OtherInputs;
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**Changing Complex State**

**Complex** **State** is a way of **managing** **the** **state** of Javascript objects where you might have to **retrieve** **the** **previous** **value** **of** **the** **object**.

Imagine the example below, where we have 2 input fields: **First** **Name** and **Last** **Name**.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARkAAADNCAIAAAADqpPNAAAAAXNSR0IArs4c6QAAISVJREFUeF7tfX1QU+e679KQYMjiI+EjkQQIAQ1EAynRCEqhWuiWaqVat+0uesYz0+PsPZ7+4fbMsXMu09vr7R92z+zrzO11juOeudu5Lba79dStuxa3sG2l1ljccSOpQVoICIkQkIRAQkpC8L7hQwLkYyVkhRXyZPKHkud9Pn7P81vvu96PtVa9+tH/w+ADCAACS0Zg9ZI1gAJAABBwIQBcgjoABEKDAHApNDiCFkAAuAQ1AAiEBgHgUmhwBC2AAHAJagAQCA0CK4dLR6rePPuC2DMqil2fvbqjKjSIgRZPCIh3nH1j15HoxmblcIlOp+F0muds0mh0Bo0R3ZkmN/rVNDyGRifXBtW1h4RLuTVbS2tyiIcaqDxxzVSW5O8vDgglKseyLL5l15SUHl6PE7UtkB7dKqsgKh0CuZBwKbVYlF2cRtybQOWJa6awZI54V272/jwFl8I+Utu1QSwxs1qqIEYP/EihrCKFaQhjSCHhUhj9jVhT1aJUuqFfl5BaHR+xMSyz45a6+z0GJr9qM4GuKUdRwrapHijVYfQZuBQesKUlyZhWp9bZONKNBEohPE5FnJW+W40DTlGm364JP5zHSzL1/KEzrBECl8ICt5Qvwsytbf1fDVkEaTJpWGyuSCMX1V26Nf66phxFOduuetgczgEeQhu4FI6Sq+FzsOH+ixim1puH41Mr1obD6Mq00adsHLD77JpcnRLL1BXmTgm4FJ56kxehAV5fi8uYtqvThotzeeExvCKtXP6hR7eGVyX3MlRGnVKSvfWhKsydEoKalrdv75IRz3i5gIOZWut1BDURlRflyN58TvZPGyQvr88t4aak08fUJps3GwpxYcZE3xfaQQ8CGeI3EidaHmjbfTsYz6uQSN8sKPplvvjlnMyClASmw6K12glG5U2Mu7noUNLYX//WoXFJDJtScl5JS+hr63rkQ288r3gt7jBbrDMyuFQiq5FKa1xQZMs5OIOoYxz5Ruk/FcrekOS7ImKzaGtYWWy2+3ctY0LnMcZ4XnWhvKawcF+e+GUhP4/DtI4ODngDIzVnXzpd19p+1ydYXG7uq1JJtUTmQng6EFu/1mtKveiy6Bg8yXYue6itS7tQBK/ZIpfaO97/vm8WOpcEl5spZ9Mejfi2xJGLUlMmzF5j9FcHFOUSVyg/8cL2Qzk87qqJnydd/SczIaVYlP+aiMuyaFtGPIS1NC7xD+/Y/m+bJNtScJpzYsogPT0ls2x9/iuZCbahno5A8z3nIF7zXJHQ+tP/6ByY/tuAg7t9fQrbqmkyeU9OTsmpTemTP3SgaSiuUHGysnSfICERe2p/6rr88VyOrd/Ocd7tHnSvmAXqROLyk5Wbd69NwCedroar12StzSzLyizJmPd9Dh9bdAHiVG2tfK9YokhiOCacLrU0pmit8Bd5+aXxE/d6hzwY9cclkbi0trz0UF7mOhYde+oKwxVImgthxZrh649H/RXqvN/bB1mKDZnrGF3X++aTW1ByNJ+u+f7GX+dXSMXWnb/JpP+p3ffFXvYfuzaKrA++fhKQL3PCMUG2I7OZvGjnMUkqNtx1rv5W/dCcJS5X9i/bJNXP72F9e+UM0T6QgKPxktpKmZxpb/9Ree5uh/ulTpSjOCITH3kptUDV8MGPFgK6FonES6Vsp/a+29xsX3uXJTMvKxfr7PClMIaRhOFlivIj63BTV/Px2+1ujk39fb2stsT8tlLvUQlXUnmyKNVh0Jy+o2qaK1REktIaEW7qvOmtIRYvPrFDXhxnUz+8dUbV5TZS4lQUlxzOVfyeRTveoAlgBJUsrX1eikZkhoGuczeV7gnFME5Vefk/i0tPWq++qwkE3tHm+r7Mo0JFhepGo1v8+yV8zpDmv4ewNgJJOeXmHlARHJNwTNpbx7+cRyQUlMHQ8v4XNxuteMWWHcQW7IggwT+6XSaPtTTevPjOfCKhxtrO5neu32qyMovlO44KiGhbKCMt5Ansg/OXOfq/emJJSsmu9qOPxn1h57/mMNR3r749j0iomaWp+ernBqcgS7rfo5K1JbWFPMzQ8k6DO5GQqLH+9pXTnRZuTunJfI8tERryYsZg3fVL784jkqtt452rx+/1Y1zZv3u7V/Go0k5jTAxevnXl19cXEGnKn5sNX5lo0ny/09wLVTfe7dEuuGtaW1qRalP90BIAz4NJqdc2VOOS5OgGHuOJ5v3b7ldEd+/1Z+7piS7YEUBK/ryiIsGpvn/Da0c32nX66xa1M7FcVhL4XDavIhm3mvSX53ui7hw0MFL9qcOlqZavvr3krT+83Dk4HJNY4IkSFfl8gbP/cy+9h0rZfHOEIRV52IEhLZaXJ9juKBsuug0H3H03aJT1TzAR6hAIYDsjMtry7pcN57u9dTuW89pBK5NTLCKucUoSdU16u5sneE1hJmeo6/wydUrIo5Bxibt2z4e7CX753vbRSEvFUoax8Tuflxad6p4JE6V52RIeWEakv+TjjiftZ3wPMEY1ZzqNWFJ2TaBkWisWx9seaqcmHdw/fR3tozTRWt/qUE1f81UZ2v5eOyONvXg6K7uYzVxMYDf7/RcHzRibt6hPk9YIE62P1R/4KkdL3U/9w0GUvo+8tA3qJpjcAPagzehqVHVpGbMTegL588k25f1l65RCySXrmFFrJPh9Nj21AODsai7uGOw55+dG1HLZZMFYHH9jJAKskmeKY2ytP/lPgEHV3mqjifgyAkrnRMrEqVyb8Y6H1ff+CwNmOodf40ud3eLnEmtE0284K3ORDg57DWayLCKwm5xh2GbFmNwFfZoLDUtrm8+7OKSkE3GYKeCFcPeG2eLA2KzAL46jqvq+6a4JP1zI5wx2nO4LKD8hFg5Zv2Qx3zp9m+DX7Lm/j+cLmE6twf8WKsOwxcpgBnX/Mg++mtREzGZsIrTTpEM9YqfHpwZyCCq3LJk5PNTlfnP8zLzhh34tLbVIvpR09ltcE46LPwzGqmDUVnNwzGJs9F+OPaZxjxwOxuhUmy6TA42QvJyX8al1pmvaUVrBtinV/isnaBeJNAwZl4gY8yOTwcQxm2HRkoGHVlNTw/hSdw/gabE07GdzEzHXL4/asFhmAKP6nMwcpuVhe5dn9aOa9mFMxCNj27jRVeux2b7CimOwMLtpXr+Hi+IYVusggXq0oBn2pR0Hw6VZ4pri0tqX9ny47/XP3nizIoFYDhZLjaou6Gyi9FTM0L68nRJyjUpcSmSyMGZBOYGbrvUcFsZgJQWbgJl2mexYzGonvHJkRuMiBpswmdDG8KSnjGy5t3B2SNc4sSQyto23t5qdScnZ3qcH8MNpqEM2q+aNpV1osJLERG56N8VhdAYzcPQ5FbLyU6++/lnN3pOl8qp0DvupWfu4/Y/NyjuBLS/Ns6x6gm4Z7FqdrzFt4K4G04JKXHL5bzcQueka1Ddp25vaggl4aW1ojFiCCtDGcHSZt6HBi9fPOCInKdvGL2p6DGt41SV8j6a5kpKKZJrusWZxh+wYNxO56W3t6arv8NLfeo4WrWvt+uOvdh3NS6WPdH128+reugsHv7hyvOHm6Tst9douy/TibYR/KMelXqI3XS0e70NITofTPk7MAtoYHmNW/u3K21/6+F6qH3KSsm1cd+sPWtci0qmihXTiCkvR0hNjpOO8sn9xJHZbP8Gb3nMaD829QMM/unvnkWymoUN5/NOLx280X9QZiYEYYVJU4lKAg6glI+26h2YRH6skoSGo3UTkdg7D0MZwuqn/or+hS12f0UHOtnGVUq20MMSSHR/vqTyxWVomyi7bqKit2v9haTZ7pP3/fK1ULYQvQDQIo1/9YmlFvKXpu2uLl8IJ64gMQSpxqddmQRO13BBOtvrOgUU7Zic+t16NM7FxGzEqoY3hNO0AgY029/XaCTK2jfOP7FKU0fsv3lGrf8alOdJjW0uPSXPzYi3Kew3Hrza77Sp6BlFgaBCt7nhFGY9h0KlOe12rJaqJ+nJU4tJoR5cFE3AkYXsiwmWjBWMkSgk99UUiZzMc5v56AinlbuaJMGP7QyIbzNR/Nzq5aZIyAmqJi3Dlsooke5Oyoa6j5YPrlw5+emHvxx/t/eTCwT9fO63p97bF5vKA2UEUDcK+CBK5q2w6vedNg4S1LFXQjhYP1uAhWJD06QiVuIT1f2VA6/GZ/0KouJeKr6u9qqd9glmQJ/fLXu7mbCnD1tpJYMYYw6vTXCf//K04z/h/EQ3zmJyykIZcxePQLYMXAt1Nc7/noZ0QGgFA75qbJTowDkBtgKL1YzY088j22Upekuq3DHybpRSXMLVSo7Ix5dLyJa1hBgC0uq4bsTf3qMTnwDJediyH4yB4VHNqY3i7btH9iDev1K4KzkHbxkP3YQW1VothU1ul2OJjhaEbZrvugZlcn1sa0LGATWQ/T8ZgGV6VmOd9z5braIIocYnP96MWlzAMneLq0DEzT+wuLfOOr3y9ONCdcV4r+Y7q5ghNWlh5wtuD11wnMiRiZ39dE6Gjmq6N4RNG9X3izNCoTHYC28aJK8Sahi1YPN/PBcKTPoPqZp3BKd6486SU49VevLiKeC/a1q+bYIgyvYzb47MPv7S/VoxjvpYOAgjcq6i2p9NGE2d73k4s37zrWD6u/UdXoB35AnNU4xKG6ZTvq3qM8dnHqvYck/AWdLvoQFHtntdrFdLqxdfxSe+L8a6TcDQvF1v9ma+VTaPMYsWuD8tl8wmMlxXuOLtbLo8x1ysbLvublJtC1rUx3GHU1wVSAJe1g8P+t40HoFF9q7kRXSCe2/PH3ZUn0KzDwm9JjTi72PMcj+Vyw63Lg5i0cOfZSkVF8nyj6KQtWibarTiSp1jojWs3k8edKOrPH5kZXNmpSvk8bJGq4p1nd5e+HGesu37x7z8HEF1Qoh1/aOu3JuT+9qX5biSLj1btr81lPvzHtXc1U6cel/BZFYp3bJZ8eBCdbPvobSVBRwjIJ4uPKdByJ5P+1Gm1WUzo9CSDyY1loIccW4d76n9Q1S2aF5KW7j0pZBhGzO0/XDu9YLptbenZF7Nxi1k3oH7ntsdFRrxKUYp2KnBjMMe4xWBzYjFMLotBx5yGgfYL847T+YxxbfnZF/nD9y+8Q+TGak5Tbu1rJQVW9YFrLTN/y6/8WM5UfnzljE9rR/ccKrGpDjZ4WPKXF7mutWhHAGcNjR7jZavbuLmp9dbp9sWrPXiZXPHLHL6AgTkm7EYLWnGmsXEmC+mZsLR3a87dcT+YOO2i9NQbMpHDbDDp376xYHw7faIRbVWZSSWdiXMYNLrdfOdH9fn7rsM1NTvfrHK2eAzEf0m5sOJoVX9619/aPRrI/Wt+atKsG3gcnsSgOSz6z769MXXGBJVlpomAHm8uhYRL/uMNUgI9gCEnWxo3Uwr2scE7ve0qL0drXIc0N0vy6M6Bx8q67oUGRWJFdTLDbtWfue9jwR6X5uaWpeHTTx63jvQoH/WoCXVHQcZHUjN5yZ4TQkypvOF1Jho9TyIr95fiTBHTqfZePSKBtCIzkTXjpb1X3/PtI6/TgFyhbH86ehCF8au7Gg/P1XBZzCxJmIbW3tvTsTwrtu4VNWlRd3U0GohMtxJKFLW5RCgEEJqPgKD87Au8gXsETn3HS05WyaVWzd6rhGdKAGzvCFDvfgmytTQE0DMPuKP6z4k8PmHUNe2BxXECOUiyNOdWdGvg0gpLr7ggkYbOZQZwvzbp9PEwoxWGDqnhAJdIhTf8ymlYAItLudIEhmN0kOAJrvAHE1kWgUuRlS+/3mq0VoyVwCPybBP5VqmcaVFpAujD/JqPZgHg0krL/vmH+mEm/3Cl1OepRfRgur0nRExdZ7PPJ6WsNHBIjSckz20l1UNQHiACpi5dTPomYU51vlBId45YjfMe6ut6zrP82PObt7OdHW23jt9d5l2nAcZGaXGYE6d0eoJ2jsuVvFkkKeEw6ej2yel0TB9cXUVzvdHXadcZui7fb270ulIXtNmobghcWtnpR08pSRWweXlT693WEf3DYXPTCj3WuuyJBC4tewrAgRWCQJBc2sznC9mcmNUwdbFC6gDCWIDAxORkt8l4N5BTjMFwCREpjYVrTcbx6ReKwAcQWHEIxMbQRGzOgNVCnE7BdCyoR9KNmIFIK65+IKA5BFB5o94ClTpxUILhEhrajY4v9W15xF0ESUBgWRBAdAroLiYYLi1LYGAUEKA4AsAliicI3IsYBIBLEZMqcJTiCACXKJ4gcC9iEAAuRUyqwFGKIwBconiCwL2IQQC4FDGpAkcpjgBwieIJAvciBgHgUsSkChylOALAJYonCNyLGASASxGTKnCU4ggAlyieIHAvYhAALkVMqog5KvrNS+UHiImCVGgRAC6FFk9f2rbIt7+/LT989sBSeBEALoUNb1FR/IQxJmXf7LPuw2YYDIUHAeBSeHDGsHU8rmPgG2uMUBgXLpNgJ6wIBPN8PCmXpx8ZCaubkW+sQixmPbl72Zj6C0Fi6yODbTaiIqn8ebo5NkN2qGBjZW5OhSBh/El/77P35HHz39ok27dOtCM7a1NG1rYs4bb0RJvO0IfekJOeX1M09VOOSJbgbO83T+lkb85JtHU+ejCtn5VeVSB9XZL/Yk5ORXb62sknajPZr+CL/FS5RSBITPzB4O1l2QsjhX4pPLnPzY8b6/gRw/R6XUxyVcqc0QRWwrrcLRXMgbq/XX+v4dYX1qSqgtl3HrJEv9nAm+i+XdvYWHunXY+tHu29+Ttl6z3Umlvw1sY0209TP93W/ISve6sgbXEkFfk5uXb9eaS58fr/ahsTimVEno0cHkRWnhXgUlhyuj4t+eehepepx/fMNGGG+8sr6XTLg9+pHk09QHXs3sNhG56ybdqpLD537NH5R2Ouf1sf1+lsXMH01EXcvvU8W/fdusczP/3lHwNYalbRolAa//7th+ppzZjxcdtP4/i67LDEG5VGgEvhSPsrXHxoYOZlefe6TVhipvvrdsccA3NOWJ2OVdjMC71jVse4ezfuxFZP/5IljB1R/zhFpOmP1TJKi/PxKnZOMm+bODcBo8WH7hXp4QAuomwAl8hPF2vjuni6QFT1wS+mvvI0Diup1G2Y59WDxyM2PHnL7M/5XNxheTL1P3oMg11RUfHe3FfEXzU5sVgRK/0VRfl7FdvfWscXxowZ0DPYAnijDPnIrCwLwCXS88kRshOMbSf+Wv/s+599mFCY7t/wk380Difuq3j+Ldlzb5VW1OBDX6gez7SaMDU2Nr7n9q3967dfLNSYdmCTZJ3lp//d+PXv7qjqHnSMwuMM/YMevARwKXjsiLWMe4ETazDMe7F7R8+II4n/rMPxqifluQrcdP5u+71Bw72fmmubWmffFP7EOIkLuf7s87MkNNMVzePF70n31xJ+DwYB4FIwqAXQhpWbu8bStuDd7U+69ZOJ0gx/avBYunPcYB64p398z+C+CPH4G4MjN++5orll3zjO4iXg8UnH6tXPZjk4WfJt7JkbMX+G4fdgEID1pWBQI94md6NE7nh0Xr9gOc5mScoqTXR+ox8RCnL4js7v5tYwuNty6PpOXTeyMWzni/JeE6+rzJ365giL0thMRx96859xYHCcLdqTv25TKnudIHdXXraM6fyu34xhzI3CdH780+8MJmzMTEtdV5WfIU5KKxGLt6wxPfgZT51ni3gcUSoZ0PpSMM8T/1VB4fe9vVGKbhjDzpWWv87q/c872tlBWsKWDYWv8Ma++JvKtcTk+iTk83EmNmHQD8y9kywxrSjO2d03NN0KzeAJ16y2WR63IaLBJ0AEtmRkfNJ6n2AjGOMRBGoZxIo4q7vVz4iEHBj5/sGA4Sk9Yc6XkTY0/HMnEvoJjQlniYT+ZxzqR0NEIFIY8gdcCgPIQZqwOelcoRtxsLht8vRk68A3QeqDZuQiAPdL5OK7FO0/Dj3dIC7Yly2QcVM2ZKyvEgv5P/ecv9s5uhSl0DYQBOB+KRC0qC/LSpYmxdInLPOn8qjv90rwEO6XVkIW52KwDqkXzomvrABXSjRwv7RSMglxLDcCwKXlzgDYXykIAJdWSiYhjuVGALi03BkA+ysFAeDSSskkxLHcCACXljsDYH+lIABcWimZhDiWG4FguDQxORkfy1huz8E+IEAuAqjIUakTtxEMl7pNRkFCItCJOMogGXEIxMbQUJGjUifueTBnLpD2zXy+kM2JWR0MFYk7B5KAwHIhgHokRKS7+rmzLH49CZJLfvWCACAQbQhAxxJtGYd4yUIAuEQWsqA32hAALkVbxiFeshAALpGFLOiNNgSAS9GWcYiXLASAS2QhC3qjDQHgUrRlHOIlCwHgElnIgt5oQwC4FG0Zh3jJQiDIfQ+wh4ishIBeaiAQpj1EiEhpLFxrMo6j9/nABxBYiQigva0iNmfAaiG+JS+YMR7a1aobMQORVmIJQUwzCKDyRr0FKnXiiATDJbQ9fHTcTtwGSAICkYgAolNAJyGC4VIk4gI+AwJkIwBcIhth0B8tCACXoiXTECfZCACXyEYY9EcLAsClaMk0xEk2AsAlshEG/dGCAHApWjINcZKNAHCJbIRBf7QgAFyKlkxDnGQjAFwiG2HQHy0IAJeiJdMQJ9kIAJfIRhj0RwsCwKVoyTTESTYCwCWyEQ5MvzB/63vb8hds9K8o3v72BnZgikA67AgAl8IOuU+D3W29ujX8fRluQinPbcEtzQ9M1HIUvFmEAHCJakXR+0XfuCBT/KxreiE32db34HuquQn+AJeoXwNGTbduTfoe7pSnKQWKOPN3D8bQP4ukWw+vc3c/93BJQRH144kaD6FfomCqUdc0IRTlIs+2iJIn+mc6pQQWnsZ09zYuLT4ugYLuR6tLwCUqZt7VNcVl1HA3bsMt32lcnRJ8qI8AcImaOXJ1TflF6dhsp0RNL8ErdwSASxStB6NGr3eO66BTomh+PLgFXIqcXIGn1EYAuETt/Lh553iK0VfHRYy70ecocClicv7dqC0hXjS77pR2oIyXPBkxzkeDo8ClyMmypl21Kv23O8r/vaz8v724IUHX0e2IHOejwNNgns3/q4LC73t7owAcCoYYl7s2KWH1hEE/oKegdyvOpS0ZGZ+03icYFvRLBIGiiNhYR9/je0AkimRjvhvAJUqmBZyKQASASxGYNHCZkggAlyiZFnAqAhEALkVg0sBlSiIAXKJkWsCpCEQAuBSBSQOXKYkAcImSaQGnIhAB4FIEJg1cpiQCwCVKpgWcikAEgEsRmDRwmZIIAJcomRZwKgIRCIZLE5OT8bGMCAwWXAYEAkAAFTkqdeINguFSt8koSEgEOhFHGSQjDoHYGBoqclTqxD0P5swF0r6ZzxeyOTGrg6EicedAEhBYLgRQj4SIdFcfwNGWILm0XBGCXUCAsghAx0LZ1IBjEYYAcCnCEgbuUhYB4BJlUwOORRgCwKUISxi4S1kEgEuUTQ04FmEIAJciLGHgLmURAC5RNjXgWIQhAFyKsISBu5RFALhE2dSAYxGGQJD7Ho4oFC9ki5h0eoSFC+4CAsQQsDkc33RpzzU3ExN3SQXTLyEiVa0XA5GIowySEYcAKm9U5KjUiXseDJdQj0TcAEgCApGLQEClHgyXoEeK3OIAzwNCIKBSD4ZLAXkDwoBAlCAAXIqSREOYpCMAXCIdYjAQJQgAl6Ik0RAm6QgAl0iHGAxECQLApShJNIRJOgLAJdIhBgNRggBwKUoSDWGSjgBwiXSIwUCUIABcIjPRoz1NN64c//SjvR+7vgc/vXTmTofVSdBif/1/fbT3v24ZCIr7Epuvarij/ssb6hCoBRXzEAAukVYQo+pzV2+efmw2ruFUcXlVXI4IszR2KP/5L0oDUTqR4ptB03Ju2E6K6uhWClwiK/+6Fk39BK1KtvePr+46Ull5pHLXyTde/zCL6bB0XFDbyLLqWS+v6rVDl14r5YbXarRZAy6RlXGTFV37OSUbcTcDDIE8uwzDVEM9U3+cGnpdcx9tLf4LNqBueOeTqSHi51frO8yz2mYkTbO/Hvjsan2nBbP3NF7900HXkPLCOw1q00wHODfGU1/76NdaxOTBd5HMPNNk4RA9eoFLZOVakIRYZGxU9c8zECc/dvDQxy+KiVq1df3P+0a2QFKbn12CGc/duXquza1PG1b/ttWckSWpXc/PmzSea2744MubF5/yjkglR5JpWkPLu7enSTv3EayXHk1G7yjBa6RS1IqoGyBHAAHgEgGQghJhb1YcS8Ca2hr21l149+qNepVG+ySIoR3jQOn+E8/L5fLSo/tKa2Kd9RrV3GzEBOPV8r1Ht8rlih216xMxp0XNlP1+d3lZobyqSnGAgekG9ab5zrNFMmkiDcOY4kKZXMQJKjJo5BkB4BJplUHjl+3Z/3+3SmqSmAMj+nNtquPXLh745OL5+/N7Kt/28cwXhaj0pz607OfXMjFb/71nZGLyigUzvzIYrjdilQgkrBnpzOx4DHvqhEkG0hK8UDFwiVSoGWyRfP+uvWd/dejSq5W/l2aXM2yX0R3ObcJvIlmDs90c5LrGjXbDs5umRb7TV80SD6MxVpEaGigHLi1XDeA8UWHp0Vd3HsGxdq16Ccs7NBzeybhcSfRpF/olctJiUKKJsl/f7FqonZYqmh2Ezfw0brPOCRl7F9xSzfsVMwxbMIyRlkiOz6B1aQgAl5aGn7fWXL48FjP0qi7OzWJPiT5RffUEzaIlClz/YbBiMGzMrJtdurWqu5oWKBztaXz286j6ss6G4Typ+7CPHPdBaxAIAJeCAI1Ik8zqkmwxZqu7c+XAp5dONzSca2g4/ecLB65pmpzMI5sUU3TgSNNxurP/1F9uNN5vabxx6XirTcCcrzzG/uebl87cVqmab7xf31I/8awtER88y+B0dE9lvHxTpdIG8DLW4O1FTUvgEmmpFpSe2l1ylJuYgdmUhv56Q7/ShuWl5P5+996q2ck39ubKUyIObtOfUavPDzGqi3fWLBgBJklPrWc+fKR5/0f9w5jUY+V7nrUN2m9WnmR/HNbaq3m/pX3BjHnQOqEhQiCY57ZeOngIsAMEogQBtOOEYKTQLxEECsQAAT8IAJegRACB0CAAXAoNjqAFEAAuQQ0AAqFBALgUGhxBCyAAXIIaAARCgwBwKTQ4ghZAALgENQAIhAYB4FJocAQtgABwCWoAEAgNAsCl0OAIWgCBYLiEXjENwAEC0YBAQKUeDJfQu9qjAUeIERAIqNSD4dK55ub6H9sDoixkBRCILARQeaMiR6VO3O1gzlwQ1w6SgED0IBBMvxQ96ECkgABxBIBLxLECSUDAFwLAJagPQCA0CACXQoMjaAEEgEtQA4BAaBAALoUGR9ACCPx/idqpI/6t9OsAAAAASUVORK5CYII=)

We want to add them to the message in the top “Hello” as we type. Without using complex state, and just the previous knowledge, it would look something like this:

import React from "react";

function App() {

  const [fName, setFName] = React.useState("")

const [lName, setLName] = React.useState("")

  function updateFName(e) {

    setFName (e.target.value)

  }

  function updateLName(e) {

    setLName (e.target.value)

  }

  return (

    <div className="container">

      <h1>Hello {fName} {lName}</h1>

      <form>

        <input onChange={updateFName} name="fName" placeholder="First Name" />

        <input onChange={updateLName} name="lName" placeholder="Last Name" />

        <button>Submit</button>

      </form>

    </div>

  );

}

export default App;

Although it’s good practice, there are a few problems with this approach:

* There are so **many** **functions**.
* There are **two** **separate** **constants**.
* The **inputs** are **not** **associated** with each other.

So how can we improve this code?

1. We can use **useState** but instead of storing a value, we can store an object **fullName**. This object is going to have 2 properties: **fName** and **lName**. So now, we are actually inserting {fullName.fName} and {fullName.lName} to the Hello title.

  const [fullName, setFullName] = React.useState("{

    fName: "" ,

    lName: ""

  })

1. Instead of having two functions, we are going to have one functions that handle both names, starting by **destructuring** the **fullName** object, and hooking the two properties of it: **value** and **name**.

const {name, value} = e.target

Which means:

**name = e.target.name** (identifies which input field was changed)

**value = e.target.value** (identifies what the input field changed into)

1. Now what we want to do is being able to update the full name, but without deleting the previous properties. We have to **store** them somehow.

In the setting function **setFullName**, we are going to **pass an anonymous function as an argument**, and that function is going to have **prevValue** as an argument. **prevValue** contains the previous value of the **fullName** object. So, if we **console.log(prevValue)** right at the start, what we get is:

Object (fName:"", lName:"")

By having access to the previous value, that means we can **set the new value** for a property, but **keep the value of the other preperties** as they are. So, for example, if the **First Name** input field **fname** was changed, it will:

1. call the function **updateName**
2. update the value of the **fName** property with the value that was inserted in the input field that triggered the event (**fName**).
3. The previous value of **fullName** properties is stored by the argument **prevValue**.
4. So, the key that sets the value of the last name **lName** is set to **prevValue.lName**. That way, we keep its value.

  function updateName(e) {

    const { value, name } = e.target;

    setFullName(prevValue => {

      if (name === "fName") {

        return {

          fName: value,

          lName: prevValue.lName

        };

      } else if (name === "lName") {

        return {

          fName: prevValue.fName,

          lname: value

        };

      }

    });

  }

So, the final code looks like this:

import React, { useState } from "react";

function App() {

  const [fullName, setFullName] = useState({

    fName: "",

    lName: ""

  });

  function updateName(e) {

    const { value, name } = e.target;

    setFullName(prevValue => {

      if (name === "fName") {

        return {

          fName: value,

          lName: prevValue.lName

        };

      } else if (name === "lName") {

        return {

          fName: prevValue.fName,

          lname: value

        };

      }

    });

  }

  return (

    <div className="container">

      <h1>

        Hello {fullName.fName} {fullName.lName}

      </h1>

      <form>

        <input

          name="fName"

          onChange={ updateName }

          placeholder="First Name"

          value={fullName.fName}

        />

        <input

          name="lName"

          onChange={ updateName }

          placeholder="Last Name"

          value={fullName.lName}

        />

        <button>Submit</button>

      </form>

    </div>

  );

}

**The Spread Operator**

**Review**

The JavaScript spread operator (**...**) allows us to quickly copy all or part of an existing array or object into another array or object.

const numbersOne = [1, 2, 3];

const numbersTwo = [4, 5, 6];

const numbersCombined = [...numbersOne, ...numbersTwo];

console.log(numbersCombined)

Resulting in [1, 2, 3, 4, 5, 6]

The spread operator is often used in combination with **destructuring**. Assign the first and second items from numbers to variables and put the rest in an array:

const numbers = [1, 2, 3, 4, 5, 6];

const [one, two, ...rest] = numbers;

console.log(numbers)

Resulting in [1, 2, 3, 4, 5, 6]

You can use the spread operator with objects as well.

const fullName = {

    fName: "James",

    lName: "Bond"

};

const user = {

    ...fullName,

    id:1,

    username: "jamesbond007"

};

console.log(user)

Resulting in:

{fName: 'James', lName: 'Bond', id: 1, username: 'jamesbond007'}

**Applying it in React**

We can then apply this principle to the previous example, saving a lot of lines of code:

1. Our **setFullName** function will call an anonymous function with **prevValue** as the argument (which stores the previous value of the objects properties.

2. Our anonymous function will return an object (note the curly braces **{}**), with the previous value, plus add the new **value** that was input in a specific **name** input field. Note that the **name** variable is inside **[]**, so JS doesn’t look at it as a string, but as a array.

|  |  |
| --- | --- |
| **Before Spread Operator:** | **After Spread Operator:** |
| function updateName(e) {  const { name, value } = e.target;      setFullName(prevValue => {        if (name === "fName") {          return {            fName: value,            lName: prevValue.lName          };        } else if (name === "lName") {          return {            fName: prevValue.fName,            lname: value          };        }      });    } | function updateName(e) {   const { name, value } = e.target;           setFullName(prevValue => {           return {             ...prevValue,             [name]: value           };         });       } |

See below an image of the result (on the left) and the hooks created, which we can find out by doing inspect 🡪 components.

|  |  |
| --- | --- |
|  |  |

import React, { useState } from "react";

function App() {

  const [fullName, setFullName] = useState({

    fName: "",

    lName: ""

  });

   function updateName(e) {

       const { name, value } = e.target;

       setFullName(prevValue => {

         return {

           ...prevValue,

           [name]: value

         };

       });

     }

  return (

    <div className="container">

      <h1>

        Hello {fullName.fName} {fullName.lName}

      </h1>

      <form>

        <input

          name="fName"

          onChange={updateName}

          placeholder="First Name"

          value={fullName.fName}

        />

        <input

          name="lName"

          onChange={updateName}

          placeholder="Last Name"

          value={fullName.lName}

        />

        <button>Submit</button>

      </form>

    </div>

  );

}

**Managing a Component Tree**

We know from the **React** **Props** lesson that a **React** **App** will **not end up with only one component App**. In reality, **each component will have its own separated file**.

For example, the code below represents a To Do List, with every component in the same **App.jsx** file. You can add items to this list by typing text in the input field and clicking the **Add** button.

We have got 2 hooks:

* One to store and update the input text (which will be updated each time the input field is changed)
* One to store and update the list of items (which will be updated each time the **Add** button is clicked).

The **addItem** function creates a new array with all the previous items, plus the new item which came from the **inputText** variable.

|  |
| --- |
| **App.jsx** |
| import React, { useState } from "react";  function App() {    const [inputText, setInputText] = useState("");    const [items, setItems] = useState([]);    function handleChange(event) {      setInputText(event.target.value);    }    function addItem() {      setItems(prevItems => {        return [...prevItems, inputText];      });      setInputText("");    }    return (      <div className="container">        <div className="heading">          <h1>To-Do List</h1>        </div>        <div className="form">          <input onChange={handleChange} type="text" value={inputText} />          <button onClick={addItem}>            <span>Add</span>          </button>        </div>        <div>          <ul>            {items.map(todoItem => (              <li>{todoItem}</li>            ))}          </ul>        </div>      </div>    );  }  export default App; |
| **Result** |
|  |

Now, imagine you want to put the list component in a separated file. It would look like:

import React from "react";

function ToDoItem(props) {

  return (

    <li>{props.text}</li>

  );

}

export default ToDoItem;

The **props.text** is the **text** **property** passed from the in the parent file **App.jsx**. Also, **{todoItem}** will now be replaced by the component **<ToDoItem/>**, as we have learned in the React Props lesson.

<ul>

{items.map((todoItem) => (

  <ToDoItem text={todoItem} />

))}

</ul>

And that’s it for stateless components. But now that we have learned about states, we will try to incorporate them into the **ToDoItem** component. So, imagine we want to be able to add a strike-though line when we click the item.

1. We need to create a hook with the initial value of **false** (in the beginning the item is not clicked):

const [clicked, setClicked] = React.useState(false)

1. We need a function that changes the value from **false** to **true** and vice-versa. So, it needs to remember the previous value of clicked and change it to the opposite. The function below returns the opposite value of the current **clicked** variable.

function handleClick() {

  setClicked(prevValue => {

    return !prevValue

  })

}

1. We need to apply **conditional** **rendering** to the **li** style and add an **Event** **Handler** that calls the function **handleClick** if the item is clicked.

|  |
| --- |
| <li    onClick={handleClick}    style={{textDecoration: clicked ? "line-through" : "none" }}>{props.text}  </li> |

So, the final code looks like this:

import React from "react";

function ToDoItem(props) {

const [clicked, setClicked] = React.useState(false)

function handleClick() {

  setClicked(prevValue => {

    return !prevValue

  })

}

return (

    <li

    onClick={handleClick}

    style={{textDecoration: clicked ? "line-through" : "none" }}>{props.text}</li>

  );

}

export default ToDoItem;

So, we now have the **clicked** state being managed inside our **ToDoItem**, and it is localized to this component.

But what if we wanted to delete it from our items array? How do we reach up from our **ToDoItem** into its parent (**App**) and somehow change this array? So now, instead of just changing the style of an item, we want to be able to change the entire array.

When we call a component in the **App** (parent), we cannot only pass variables as **props**, **we can also pass functions**:

<ul>

{items.map((todoItem) => (

  <ToDoItem

    text={todoItem}

    onChecked={deleteItem}

    />

))}

</ul>

And then call this function when the event **onClick** occurs in an item.

import React from "react";

function ToDoItem(props) {

  return (

    <li

    onClick={props.onChecked}>{props.text}</li>

  );

}

export default ToDoItem;

But how can we know which item was clicked and delete it from the array?

Remember, when we **map** through arrays in React, we should always have a **key**, which identifies the object with a unique **id** number.

One way to do this is by setting the **key** value equal to the **index** that the **map** function is looping through. Remember the syntax of a map function is:

**array.map(function(element, index))**

in which the **index** parameter is **optional**. But, it means we can have access to it and use it to assign key values to each item. So, the **ToDoItem** component in the **App.jsx** file will look like this:

<ul>

{items.map((todoItem, index) => (

  <ToDoItem

    key={index}

    id={index}

    text={todoItem}

    onChecked={deleteItem}

  />

))}

</ul>

And then we need to pass the id property as a **prop** to the **ToDoItem** component.

import React from "react";

function ToDoItem(props) {

  return <li onClick={props.onChecked(props.id)}>{props.text}</li>;

}

export default ToDoItem;

However, using the syntax above, because **onChecked** is called with the parenthesis, it means **it will be called as soon as the item is rendered**, which means it will delete the item as soon as it’s added.

So, we need to find a way of **calling the function only when it’s clicked**, i.e. without **()**. So, instead of calling the **onChecked** function, it will call an anonymous function which will call the **onChecked** function, and this anonymous function will only be called once the item is clicked.

import React from "react";

function ToDoItem(props) {

  return (

    <li

      onClick={() => {

        props.onChecked(props.id);

      }}

    >

      {props.text}

    </li>

  );

}

export default ToDoItem;

Now we just need to know how to delete an item from the array with the **deleteItem** function. We can do this using the **filter** method, which, remember, **takes a function as an input which will tell set the condition of the filter**. And that function will take the current value that is being filtered, as well as the optional index parameter, which again returns the index of the value being filtered.

**array.filter(function(currentValue, index))**

So, we need access to store the **prevItems** array to have access to the last array that was stored. We need to filter through it and find the **id** (or index) of the item that was clicked.

It will then return all the items of that array which **id** doesn’t match to the index of the item that was clicked.

function deleteItem(id) {

  setItems((prevItems) => {

    return prevItems.filter( (item, index) => {

      return index !== id

    })

  })

}

So, the final code will look like this:

|  |
| --- |
| **App.jsx** |
| import React, { useState } from "react";  import ToDoItem from "./ToDoItem";  function App() {    const [inputText, setInputText] = useState("");    const [items, setItems] = useState([]);    function handleChange(event) {      const newValue = event.target.value;      setInputText(newValue);    }    function addItem() {      setItems(prevItems => {        return [...prevItems, inputText];      });      setInputText("");    }    function deleteItem(id) {      setItems(prevItems => {        return prevItems.filter((item, index) => {          return index !== id;        });      });    }    return (      <div className="container">        <div className="heading">          <h1>To-Do List</h1>        </div>        <div className="form">          <input onChange={handleChange} type="text" value={inputText} />          <button onClick={addItem}>            <span>Add</span>          </button>        </div>        <div>          <ul>            {items.map((todoItem, index) => (              <ToDoItem                key={index}                id={index}                text={todoItem}                onChecked={deleteItem}              />            ))}          </ul>        </div>      </div>    );  }  export default App; |
| **ToDoItem.jsx** |
| import React from "react";  function ToDoItem(props) {    return (      <div        onClick={() => {          props.onChecked(props.id);        }}      >        <li>{props.text}</li>      </div>    );  }  export default ToDoItem; |

**Creating a React app with Vite**

You need **Node.js** and **Hyper** installed in order to create a react app with **Vite**.

1. Open the Hyper.
2. Change the working directory to the directory you want to create the app in.
3. Copy + paste **npm create vite@latest my-react-app -- --template react**

**my-react-app** is just the name of your app, so choose whatever you want.

1. Open VS.
2. Type in the VS terminal **npm install** to install the dependencies.
3. Type in the VS terminal **npm run dev**

To see the website changes as you code it, click in the link provided in the terminal (*ctrl + click):*

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXEAAACZCAIAAABWhZ2oAAAAAXNSR0IArs4c6QAAI1pJREFUeF7tXQ1UVdeVPvyjz1dUUgsrRsAUTCNdE1jNiMtUGaNOgmUm0M6gSdUxiQ1CuzRlBuwqOB2xqTpDxNXxJ9WGCTY1rGnBFjVpsBTTuMR0DWStYppgFUxsoTao5PFUfp19zv159713f9+7776f7LPeUnjnnH32+fa9H/vsc+6+UfPmzSNYEAFEABEwCYFok+SgGEQAEUAEKALIKXgdIAKIgJkIIKeYiSbKQgQQAeQUvAYQAUTATASQU8xEE2UhAogAcgpeA4gAImAmAsgpZqKJshABRAA5Ba8BRAARMBMB5BQz0URZiAAigJyC1wAigAiYiQByiplooixEABFATsFrABFABMxEADnFTDRRFiKACCCn4DWACCACZiKAnGImmigLEUAEkFPwGkAEEAEzEUBOMRNNlIUIIALIKXgNSBBYUnO0ubluo9+YMDmmSPJbFRRgNQLIKVYjjuMhApGNQJSJ+WijGr8VO4vcff/kxL9ddqH2wjfivphA/vLWhHNp7HwvMC+3jf/+C3H/OFcO5U8m9rxyd0GRd+3U/x2b/N7Hfhtm7p2Xl90mJO5864yXPtElbcGDI1U542TYtvtE/Ae6egiNjI9lSLxZjcG/qMi51lpc0WCWRD/lVB87tzpdRkb/ycVrd5JFW/ZuXZ2Tbk9gLUYd/d0n65/fd57+4lYFNZ1Ht287etFPbbC7HgTM9FPuXqZ3ZtT8B6QDR2VQg099IGEZPXoFvs3Edymh6C9je5+6UUoSzw/r7yK2NDqWD0N8CruU7K9dkycQCsw/wZ6et6Z2fwkQSvWx3dIqqFlWtp/WYAk8Amb6KeTL+TGVX4wmo5OHfzT1S6Z79uKYH3wpmlyf+M6rd3vYN3ybq+OFLZ6zk616lvkpI78fX9uhFw3mTRB372Pqua8MLyIu/4K1if3ZGfK1ZRM6/JSJ7z5152PqznjK0aOTwbHURG6say6c01237mpxc2EG17BP4lUwN8PGfe+EZrVnBWHSGo8qQoXywkSJhH7nLoJrJx1OTlN1FbJ6pbp7yNeBZcHeEzV5yWS097X8DYP739yaaycDbbXF209BX74OPJhTaR1l2QlktL9tz9rtp1JWbNlduSbLTgjn3CgVqjno1z6zAtCgqvEgu7SUAmVcdx3Ti4wmZvop5LcX744ALAlRuffw6Dw+nw7wl8s8oViD2QfvxQ+T8Qfc1lMTDySRS++KC5ax0pzxS2cS6aWoq8R+/1W96yMveUbH0lLIllPRXEhai2mp63ZmFB6tWUL7wBXP1i18Bcmp4CtoVSk5xFUUF7f2gQShigZTKUvxdSCPG76hGX6yZS1nkrmyMRuIp69HY1V0tnYdP4rcPKjuy29yozE9DMWDUypLgFAIGeg8sI+QobExOkS8PZ6NtCg3ZQb8NzpyhaTNoL6x48JxxjWDp/fVdw3QJqlpm7XAzSoF9QAFW1bpUQpya5+AgsCoPFLtM0s52LF4ImAqp5A/TfXRazJ6biY3TtSC2fDvVN/7/gI/44txrd8SP9HPasiLfX+YJM0fWyA0W/DgWBKZ1n2V+x18DWfSR7O+z//qr26q/QMxFvyJFAIeZ9t74dafmUXIkprlGeCzCIGQs7WH4MbIKea2cBoqJC6LlC42FufYnN2HXP6MOBlOsoRUKKU4u5v9DbT0tQqqNPT0ETJnrv4bs6BqKUyUjPa0baMhk9O7j3Y5CEnOqzrXceLEm/Wr0xNGhzoP1hzl52DPLNiygv6cuSib452EGZSR1IrNdq2dAwN+EsDk8J07x41R3SAN6CUUdsLN5RRCOj+8Cxh8bm7UvWCWB6I+B798MvXWDYtxiX7p3WkkaSz/MzyJ5M8fJx8JXsncsUVJcefftUSlgIx17aq4pCHMLQAiWbI8y+buRJy9ek3hlmU1rDCe6G13iZOA4kEqak0NQKnp5yjKcjkpRw5yjQabyvec7B+lZJGcDEsbMjrQdaZpkJAjnb30W3vWmtpzUBrry3K1yEQY1qWf82avVBcGWkahGRvtBuAKy6Zmc8ov/zBFPdKUqK/Fk7VfoNJHrtz9rd/QQDyl8IfiZ+qIpsCrsZdcyx9Y+IgkQsOlw90+L2Q0B5Y2sHCsrJkQRoFLXlKkMRL+vAhf6xY9UZzR2dp20fFn7NPH/wk3hIFZjUtqVkidFCq2ZNeJauacdJ1sOdMPLktC+sqqNyESO7ivamdLzxB8Qwts+pzpGWI/jbD/fCsNFXSlKWIsrit9kxbJvczmFFj+XJ4AwKLnzycLUqLojg8Xm7W6xHZ/xC9/6MJnOL6D7RYXLHXcP2w79J4V2lg5Fum9CYtOiJ96FLbO4MKmkkoIEugqdHXCLX8YpWiFUnTJ9K1RTvUTEI6lkRTBSSEp1U8sS4ZAbE/Ts+U792xbu2rrGRo0secWbKExlD2bvrJqMSv5q9ZeITTUQgau8B6Ob0pwTiEXxSKSmJSP0iK2m+mcAsufK7D8iZq7KGZ+LOw+3O30/yCJT+ifess2TJc/U7DwGb7MRWcncu4jJMlZ9dSNl7kP3U4eX1QIP488xy+UCGzT0Kqlxkb16qVrLGNjqLRWXulwyyL5SAhlIhYt4AsNr0gHoaEXSirBppSSZ5emg15CJIWpmJfK1jPgFadxKiezkC0N2kqmkLnoic17m0tgFwg2izq1/VtdBgFuYbQiQU5Xv09JowBwyhsX6fIn/jPREBcb+XDqDR7JqH0syEo3m6HM5QOu+9wOsyiC7h6jjfmesK+kaiWI1I4/8NDYA0nT2njHBLZvZj0t/ZyZxs68wZfiaohyEBV7350CA9eAdy89YxkYQKspu/1l91EY3YjRVrbRI+wcs5hJxnJuAwNqCuc4+X0ffjjaAKTSbWW/o7NaM1Csl3FSoO3xty7SxY09e309DZqcO1ezMhV+d3Qdh+1iOCrHlcb6qvV5qcAojq6DG/ZBrMXXsrFOutrheNo94uKr5IjrFwBOcV7klj9Q7vb9IYiIRXdcjku673aSGJ3VpQvtRRu69YLtG861GV6U5PJ09j4oSpTtpWs8sxpRx7y1zz2kwu3UNlTQzVHYxaWlYmY73SAVOKN2HdvSFWrWtQvhWwmpwI9KgVwv5cXADeUtYUz/Yg/rylakwzhuTgodt6m8fHdbrxA1oXGTod623avKm9yUGh11DPScaazx/N4o7A0Vh0ipGK1im/aSvTSj0iK6valn3iIaqU/p5Fgwhridn/uUIoHT1olAAPwUnSNjs3BAgNujDuaGTzighDpKEUBOwetBGYGNdWzDKGSeKERbhQMCuPYJBytZrqP41I7W4z2Wa4YDhjwCyCkhbyJUEBEIKwRw7RNW5kJlEYGQRwA5JeRNhAoiAmGFAHJKWJkLlUUEQh4B5JSQNxEqiAiEFQLIKWFlLlQWEQh5BJBTQt5EqCAiEFYIIKeElblQWUQg5BFATgl5E6GCiEBYIYCcElbmQmURgZBHADkl5E2ECiICYYUAckpYmQuVRQRCHgHklJA3ESqICIQVAsgpYWUuVBYRCHkEkFNC3kSoICIQVgggp4SVuVBZRCDkEUBOCXkToYKIQFghgJwSVuZCZRGBkEcAOSXkTYQKIgJhhQBySliZC5VFBEIeAeSUkDcRKogIhBUCyClhZS5UFhEIeQSQU0LeRKggIhBWCOC7OFzmKtn/5tZcu/h7/8nFa+F13paXqSd/4nzomr3y25aPrDrg/JrbpbnRp4oSOryaSavYz/zrsh1d9traAM5CeawQxTCAWKgaxcpxCbHUT7mbwt5ujsUvBJ4e3dNy+8lH5GSoVPk1JHSeylsw4eiSIRSPqsu10yqL7JVF06/4O6J2fyvHotoEEF7tyRpsoWIvg5IMN7eOU6bWrBh+4Z9v7n3ImI7Vx87RcqzaWDdfWjeVr1pMS32Xw5fuEd3n6fGHbLGXfiNLZMpVEQ2Jnsk99pLtR7/2+MQ/xnomL4kq+kHcf/xiGmuQsClfkFcW79WFSXgJGkRt+oVUWuILDTGLvxBqRrGOU6J7/hxLyN2khTf3PqjHHNgmhBDIzx4jztjOt2VUUqkKoQmEmir5sdt2TH/8b+NTZ/hzB8bcMy9xY3XMXK/ZBdUolsZT7hYsGflaOiy2oz/uTqp8T5edwU9ZnU6IfHBjxZa9z6zOSbcnUFGOod7OIxu2H+fFpqzYUiWp7D9zdPu2oxcJ4QUKg3v0ol/zcRW5ITfWNRdmOLvr1tWe1aW9L424WMD0yp6JPYVjTEDsu3XTfvo2+97mLRFqE0ipUhXf8f4PbLV/GncXKBEFXn3hmGL445Hxmoo711vt+1/2Gl2xarK85dZs73gKG4iX4kw89PW4yxKR+S86CjL4369IhpPGTYhXL0K8x1LCUBhMRQ2ZKhXkAV43mR4Ygp9S/Hly+efOXQc8ofuXVxNTPhxrPhu96fmEJDLxu9rRwx1yl8vDMS/sSryHTH1w+Hbda24N5lbGf+fv4+LIePOjY29Ia1Ts5csFabSPPywpP9bkyrTxr8p/JqZdTbw0At2m7sn55Hvzjerq0X5R9bHqNXk8oUCdPTlrZdWb+0tYs5JdR9wr05et28pVuRfaa+srW1J0KbMxm17ytqzlS3Q196NRxq09heQUDUzYT/VNPFQ6Pp9E//Tr9NfK1njGMuxn+oHLWqWK18Ge63QTWDGaL72ZwQ0BABfAKDJl/t9N2En8BW9CIUSlylsQUMaewilBc9u75E5pi6gG8AIQSjw3ZfhcyBaqnh59inAxGhamsd0p/Ym8np4jymBIm6ipwQgF6Iwfrn3qqRrooQ0vFauKoTca//PUnV3fmeqlt4NaWbo+/h6oH/QkFPjuHrgQoFyflPIyfGHIKH5co0pdzeaUlUscax8ZWa38uX8Gp8rkvMXOdYm+zyilsmx1Ovgnjt6W2vWLF6+vbemlURB77hPVKSRnR8myZKgcHThTX1a0eHFRWX1b/xD393HnWhY0YaWorKV3lJCErFw5uvFWrqGnD7509rYHzksRBoW7iw+IdvTEE9tEnmxQ1gB+EoHNiQ4ytvBpV2c6BED5gZvXIFTrjc5q6PLI+JczyJVW8Q979E8PUTW+TG9aMr9mLI24NIRvOr4txINfTpBsHsW83hWrGw05DNXVuHeKSNnTbWiN+algOP+rXBCEhT/+xoDNyMMxjz0It+hk989dvcQYTdnfxcVdH23YPtnrJjKI0VlOD7M55f2ricO3Y28pf8YnBQCux71zxwi+7m1LFmbRLwY6q/acghXNxVN76rsG6DfpmSWkKDuV/th/unhbU/cgsHx30/a1a59v4kQ8seOVE2920Mhvy4GiLLZuindtIauq1FBRXFwcyIWPMHqf7A6L73ARqcC3o68TMvteibSXE+Avs/y+r0nRWfbHM/aG9PJ/O+aSk9hngRr0NnDTUHmil/+k+5KVw1BVDcKEjxW4vCcjgKtgyIth4Y9d8Y/JRlXlhhKclDsHmxU0mZ2wcUfMQumKWMVeRmbjR1vdBtI5xkdXEp9vtn9T4fPvZ+JvxTBJ120vvh7/gU6hcs3szPFzDFwAyuBK9wi4HFA27CtJZs6Q4zqQjWfZ8kpH1cqsZC4Eg0UTAerS90miBpIOKlUKYqP/7B3lnQMLmbuzbMRxQ0kXCGc49rQIHzEco6m6YgMlNQgBXqij3lMBN5zORZayJm885/zGo/znB4dHh6FlfNyja/Spnh9b6OWkQE9RJgj8GHzv2YmbdrgEGjeKPmUMtDKbU1SHHqt+7FYStLhu++Gv4nsMaKnY1D47U4yE5MxgPAHEMjTGljn21IU5nj2r85hj4uhqpGsi3DfWMAK3UpA1lUqVIctegwVX1A3eYfHuycVHXXEWFk4KQKFqsPJ2XC2L3RyiiyzdsRsdGvW9NslHT/TN4LG1cfRmGVR0Uvpem3jrQzrwdD6eQIhZRtExHeUm1nHK1NOPOylGI9MaT8d3w7rVv3LyCrfSWVpbWZBJSGbBjso8uuAZvbKFnG67OEQrU5fW7Fq3CGpTckp2vHJslytoMjJ0cWAws6By/7qFOlc9nLaw79PcfLQm4CFaNWx6ox1kYhZb+XkWlSpp06cn0oj7YRN6mstRw0Ib0mJWdBZkXv5NrEcQhzwyeb+NI6zoP18jJMMtbMyrwdoonLXz5QJSVcNNIByoY7QyNU/8Wh1eBQzF3g9Vxj1Eb/6pwUs6NM+PffTznpEUj24pq2IeZsoNw1KWlWBHZzktrOOU6F+8Y/v9RduPTyV2jOvA1KNJ+mp29I0vsLvTva2JHU2zZxfVNJ4711izkkZsR/tPH9hHyKndbTT2ShJSl5XVQ23Lga10vQPfdA1ybLOytgX6FOXSSC5fYAuZE88f0OeHFHaSaCvr9n1UEGLRkLTlcnsfKlUugZPlsHxwX84o7FlMPp6rdHZWpUpB9bfjfttH0gpF4ph6svSO3Zn4OttO6mBh4wLJWiP/RdaSzUjckIJNZddWtPGLiPZQVSP/RekBZRblcUYzV4AVVXjlMIzeJjnwVkb3fcn4H2/XHaE3Hl9VAxvJUGIfrhEPttHf5Z2U/Nj/lAjcUZV4H7g8Y2Nv8BvVxo3iG4YavazjFDI0FL/3nfizPhCK/Bzg2Ovutn4HF0QBOnH0d762c+3O8/SXwX0bNgGvDAkHYmnlyUaI0Z7aXc9tEAk9XjNyaNbCfR8Vu8XshzU/uOV8iEF6GyhXZYghCXpsxONhIvk9C293RlRKsUqMfdxKo5tw3KC8hh3fhn1xIVTRwp5pEs+n0BUH2ycW4iYLe7gotduMSmfFS9Y+amOpwKeiBmw2kVIRKHcNvZTxeEJCde8MOk+NXx//3c+d5c/puI+/EvuYlpMCx0fHxyYuv3P7v54c//VHTKaKvXSMaV4TS8+8mac2SjKAgI8P1NETaET+UUaVKgN6YVNTEQgZo1jop5gKIAoLMAIWRGcDPINPl/iQiM5ykKOfEvmXno9+SuQDgzMMCALopwQEVhSKCIQ4Ag+OjT0/PCx+/snpzLvjxxlUyWzRTwlx06N6iIDJCHxmauofbt3afuNGwt27HqI/iY7uSEx8NyHhAt2jIvdNTs6dmBiNivpfm+2vMdxpVe2CnKKNEbZABCIJgWccDiAUbkZXY2PhAz+oOynAKf+anKwTBFz76AQKmyECEYIA+CniTODnbyYnl8yZkzZv3vLU1PqkpM5Etyd7wT2Bb9qmT9c/efRT9GMl35LLx+Loql9Vzj+j6K/EUO+vkl8m1FVH/QCBsk8+qbp5U4SiOyFhlxeV+AOUpX6KtfloC6oPN7/ZcYJPqOIPSNjXCgR8sxd9WiLID0tYAY6ZY3TFuz1wlDM62nTtmrga8n8k6zjFl3y04nH55l2L+LlyX0kPzCuBkLswO9WeoO95Lf+BRAn+IoD28hdBnf1hLfOeO61ARwiy3D9uzhl36zjFr3y0qXnPrtOJGDZDBBABDQRenSE+ykwghsK1hs0gU4CzNJ5iOB+t9I07A21lxdu7+WSxfPgi84kd1c/mcU8HQi6VrpMHyved9nhNjwjT4sWNhzvWZyc4unavKj8uQY/rMNC2uHi7UoJbrgkdtTHtldqiLBhwdKDzYNnzTYNu8ZSUkv2N7BFEaLq+vInP7WIsi+2SmqMVOddaiysaeB1p9zmuHLhMGl/lkRqXdeUT9AQua64QT2k7MJi9Li+Vgg/Z9mo27GGPWhGVJMHuVRr2UshBzM9cOlXpnSCZtgpQKveOLIacKCmkrm/alx+tyOqtW3e1WLCLO/QqagTNlHA45fVB/ur8yYwZuWNj8A2AAhHZX06f/rLdzm0G+VbM91PMz0frGKLPEoOr4p7gEe7f/Sy9Ej9ze2ruGkhR65UyxQXMxREu+6dHPqbM2ZQihgZUE9xyUtL21jBCoUJS8zbv3uKG+qLqvZs5QjlQLhKKuU8zs6uwrxWyzbHSPrNUTLwAVYyLWKnrJjkVgY0zpK8s4wgFij2rqGoHRV4FwxzP/MFgr2d8fsXK2dp1bKKtkM0T7mEBECEJHw2zUCKWoNFct1HzHlHCsKGirttJbDnFvIiNde4UY8upaC4kHPatffAbP5aaGsE0Jax94NQJBwecUqmYPZs7fvLZyUlYBAHd+LMOMptTApKP9kpXDzx9bM8tqBQTMJU35ZSV0PvXlXH2DCRUSUjPWz/Ev6bnZD9FDBwGPvksIafZc8qQxwkyqrD3BnUc3gx/Vxkr5dfYVRLc8hdjal7OjP62mqIi7hVACalZT4iXKUjcTTPkjvafrCmnCfrFYuLTzEvmziGkr0fwYEhDhZDIcknN8gzS1yo4N2drD3U7XfeA5s3kUwNI97t7/eKtbSyTTWrmaqKaJHj1QpqNAgy2lWXD2nrgZM8A5XjhtUqe9vLjLZA8GGKST4YGyViukfhGDUPgMKCvjEJKFoxR+lrdcogCz/PYNzTTsbKhnaoawTal1BMBivnSvfd+47OfBZ8FuAY2mBv/+lfOc/GhmM0pgclHe+FIJ71us5ZWFYhzXJ3Jcs6mLtt6oIVlSFnGfk9OyVOGoec6I5XkFaQkM52SQlp2CUnm4lWqCW45kfbU1Oud9dtPDw7y94FrDWVfWMSl3O46+DyXbkFSzMtie/YqTV5U6P0nd8nyLJuUbAhhTefM1UofJYbBJblpeNVVqmgLmGrxtuMXyfkLA0JKCVUMO/nUNcvqG4/t37E5uefIpuJNAXl5LAPDeVOa+/Zsey/4GTNlM1kJltLCsKGCsQo4QFL25npLeF5AnqirYb4pjd3+3ElZKOCbcD/8atq0786eDcwCtALHZ2EzSKwyJNpsTglQPtrz9WdokqXknBKBMUpS9R7rk+BxfICuouLjkzdnpxGHw0HsaXkr2NIHflRMcCtJgN3bWe9JGG5wwwqqX0yQa8gQOhsDPVEvnF7ZtIirm6yZEEYRvuXqxKCLTtFGmw0NeJ3HUcXwtJi6xp6eu3J9zYGWjua9JfpegmJUN2h/7ar3yw3UKVYbQ8YqlEFEf1BTMWU1gmxK8Ribx8sr4Gw+RyvgrRz++GMgF805ejQwm1NUx/cjH+3gvqZu4IOErJyF3O5wr4PFRoY6a12v1mA/qb43/SJ1VOyz87JSEyDl/oUhkpy2mqV6Y9nfoMgluB0RKolj5IoCYzgutHBrr9VVO4Rtb6O20NleiCRwK3w+aNJ700kvdTGswP+gneJfWHmIKLqO7qlUqaqqhOHg6T0bVsH7T2ob27r6ubVj3jM1+t6CohMbjWZyN7iriyaGEL6FN8b19TkzCv0KVYlqmGtKYxiBV8Itf/7oFY4FWvmxnQYEuKMrRmnFOk7xNx/tqcbOfnodJnAR1u5u5nEn55TtZwlplQokul7hqjszRJnInpmZTPovHui84iCpCxfCtprjOlFOcNtzUI+1BrftPtkPvhSkpfQ8ZudfFlsuYaV3gQuS0Qpz6HWudPRMxI82qhhWHz7xyq7NBakDpw5uL9/e0sMWTCy4JS3u9tLWhRKB55qGLXRYREMs3usaGUDVV4tLakpzbM7uQxUV7X1A5q7guKckajB4BxTRr0YwTAmeCBzJh6d4dsyir0PxKLtnzoR1ELcIOv6XvxiKrVjHKf7lo6UssvMUDdVyZX9J05G36C2ckJzLEtK6MtUKTVypZ/k6eI/74MAQXULB41ADV04ONvWCa2GnjAyuiGqCW+1rG1qc31l/mqpkz918rFrirBjMYssttPk7QrrbCENsrJP+gZQu2Glk0LXfoEtf8xupYzgjOWsZXfJQczSuz6Z/CEfhdbRq9tJWkUPLI/p6thZuey6eygpPB81ibFterhqGG+tglx4Yhb7Uli2BlFiFC+C203aqaoSAKcFPgYcDxQ0gD1AgXsstgiCqYii2Yh2nmJCP9uiBt9gWA1e6d66teq3TlZDW8zqhqWd7xIy0fK2wnewY6O6GLYeL/ex7CIPAv2oJbrUvbtri/M613IsN01eDsyKECozu+7CNSz42QjcoqTfCl4aKQ6SUC5dAYVvHwvKG+tGtfe4hFR27p/ompruVCoZHftx4xpUhmM8fvGGfuJiUtZf2wAwtupfrFmGCYIUEDDegVEQqYcgWPbC2ZExBC88qrt16F+5sB1vYflNRI+RNCdOUxlYgwYq2MVgLS8+86dQJmyECYYSA1xnFMNJdl6rgpEAmBNhvBoqBDj+z2S4Je0ay/S30U3Tpj40QAUQgtBDggrgQUoEHmuED4RX1E3HIKaFlP9QGEQg1BOCoPngo8OQhfLg95v8eGlLZDEJOCTULoj6IQGghACudDXPmwCYRfLhNIvBZvn9dePmhl7IYTwkt+6E2iECIIwCPLz81MgJRFdgzklUVOSXELYjqIQJhhgCufcLMYKguIhDiCCCn+Gkg/kE7OE8XsgU2O5v1POhvxgR8HIt1cz9hYoY2KCMYCFjKKdbmow0GnMbGxFyqAl7SbCjGMMTWIYeAdZziSz7akIMLFUIEEAENBKzjFL/y0aIdEQFEIEwQsHTfx3A+Wvr0l3KyTyFPqysRKH3aX0zjqpKc1bcUobIm1UjOKtsnYLlU5eclHB7vydadMNUjBa4wC4WvJZPUGksjY673AGoXQJjcY582Nc33U8zPR6uU7JPaSlrHnrzjn9tVSc6qngdUKdurxoUhm5xVqU/AcqmqKA8PuUkTpgpP6iskTJXLIMDPRj0HCWukMBY8Ve1bxly1C+DTdsOGwXzN5pSA5KOVuB+uZJ88uDS/Me+auPIDqiUWVc4DSlSqtE3plZxVu4uCE8MSyxrNpaqpvCRhag88qZ+1HLJKKiZMZRkEuCLZyaH4uKdkVJij3FjCYD5lzJXL9uojvtgt0AiYzSkByUcrk+xTTLMq/bPJ/v7DNauaWFQxDyif2Egu26u2FWSSs2p3kmvhYy5VTeWlGIp0oZi3lVBHhcu0yGVUZOlc2I86itxY6kbREKp2AejQB5tYioDZnBKgfLTGMFFPLKqUBxTGUKnS0EAmOasxnd1aG8+l6rvysmOxvHEsfRoklOrr7naKmVx1LH3kJ66d7dUPwLBrCCFgNqeoTs2PfLSGINNMLCqbB5QbQqXKkA6mN9ZzM5ulPL/wASKB5U5fT+3Va3StpHvpIzt3TaOYjhgKDA4C1nGKv/loeXz4ZJ/eOdEl+OlOzuqWB9TdACpVplnKxFyqPimvnDAVcojTpNkka3kWgXdaQKY6IBWa91YPs8njo9soGvDquQBMsxAK8gEB6zjF73y0dHaSZJ9qk1VPLKqU0lUl26sPyOroYmYuVZ+UV0mYyhY/OYU5pLedZmAFUoFfbLoitAozNyVjrs4LQAf42CRQCFh6PsWHSXge5fB6Za30RIq7fI/00K7NI3eZbgJUqhSUF86nnORfAuL5u8ac3QZ0Tc5Nd+UpugtXUl7jBcwKY3HSRJW4VpqqGHnZM9WeEyh7YIcbWu0C8OF6wi6BRyAsOEX6QvLAQ4IjhBICEZ/tNZTANkcX69Y+5uiLUhABRCC0EUBOCW37oHaIQLghgJwSbhZDfRGB0EZAPp4C2XGU1IYX8Yb2jFA7RAARCCYC6KcEE30cGxGIPASQUyLPpjgjRCCYCCCnBBN9HBsRiDwEkFMiz6Y4I0QgmAggpwQTfRwbEYg8BJBTIs+mOCNEIJgIIKcEE30cGxGIPASQUyLPpjgjRCCYCCCnBBN9HBsRiDwEkFMiz6Y4I0QgmAggpwQTfRwbEYg8BJBTIs+mOCNEIJgIIKcEE30cGxGIPASQUyLPpjgjRCCYCCCnBBN9HBsRiDwEkFMiz6Y4I0QgmAggpwQTfRwbEYg8BJBTIs+mOCNEIJgIIKcEE30cGxGIPARC/f0+kYc4zggRiGwE0E+JbPvi7BABqxFATrEacRwPEYhsBJBTItu+ODtEwGoEkFOsRhzHQwQiGwHklMi2L84OEbAaAeQUqxHH8RCByEYAOSWy7YuzQwSsRgA5xWrEcTxEILIRQE6JbPvi7BABqxFATrEacRwPEYhsBJBTItu+ODtEwGoEkFOsRhzHQwQiGwHklMi2L84OEbAaAeQUqxHH8RCByEYAOSWy7YuzQwSsRgA5xWrEcTxEILIRQE6JbPvi7BABqxH4f1MEJf0f/KQtAAAAAElFTkSuQmCC)

In VITE, all the Javascript files must have the .jsx extension.

To build the application, run the command **npm build**.

**Converting HTML to React files**

1. Create a react app.
2. Copy and paste the HTML code inside the App component.
3. Delete comments or make them JS comments by putting them between {/\* *comment* \*/}
4. Replace all the **class** for **className** (use Ctrl + D to help selecting).
5. Create a components folder.
6. Separate the different elements into components (e.g. Navbar, Hero, Footer, etc).
7. Correct the local images source links. Instead of using the path directly in the source, use import.
8. Replace repetitive sections of data for iterations. For example, on the HTML, a navbar would look something like this, where the structure repeats itself.

<ul className="nav-links" id="nav-links">

  <li><a href="#home" className="nav-link">home</a></li>

  <li><a href="#about" className="nav-link">about</a></li>

  <li><a href="#services" className="nav-link">services</a></li>

  <li><a href="#tours" className="nav-link">tours</a></li>

</ul>

We could create a separate **data.js** file inside the **src** folder with the array below. This way, it’s very easy to add new elements to the Navbar component, we just need to add more elements to the **pageLinks** array.

export const pageLinks = [

  { id: 1, href: "#home", text: "home" },

  { id: 2, href: "#about", text: "about" },

  { id: 3, href: "#services", text: "services" },

  { id: 4, href: "#tours", text: "tours" },

];

And on the **Navbar** component:

<ul className="nav-links" id="nav-links">

  {pageLinks.map((link) => {

    return (

      <li key={link.key}>

        <a href={link.href} className="nav-link">

          {link.text}

        </a>

      </li>

    );

  })}

</ul>

We could of course also use **deconstruction** to access the properties:

<ul className="nav-links" id="nav-links">

  {pageLinks.map((link) => {

    const { id, href, text } = link;

    return (

      <li key={id}>

        <a href={href} className="nav-link">

          {text}

        </a>

      </li>

    );

  })}

</ul>

**React useEffect**

**Introduction**

The **useEffect** Hook allows you to perform side effects in your components. Some examples of side effects are: fetching data, directly updating the DOM, and timers.

**It allows you to have control of when a function does actually run**.

useEffect(<function>, <dependency>)

**useEffect** has two arguments:

* **callback function**: whatever is going to run. By default, it runs after every render.
* **dependency array (optional)**: dictates when the callback function is going to run.

If you don’t specify the dependency array as an argument, the code runs for every render and re-render by default. In the example below, setValue runs every time the button is clicked, because that makes the value state value change, and when a state value changes, it triggers re-rerender.

|  |  |
| --- | --- |
| **useEffect with no dependency array** | |
| import { useState, useEffect } from 'react';  const UseEffectBasics = () => {    const [value, setValue] = useState(0);    const sayHello = () => {      console.log('hello there');    };    sayHello();    useEffect(()=> {      console.log("hello from useEffect")    })    return (      <div>        <h1>value : {value}</h1>        <button className='btn' onClick={() => setValue(value + 1)}>          click me        </button>      </div>    );  };  export default UseEffectBasics; |  |

If the dependency array is just an empty array **[]**, then the code is only going to run in the initial render.

|  |  |
| --- | --- |
| **useEffect with empty dependency array** | |
| import { useState, useEffect } from 'react';  const UseEffectBasics = () => {    const [value, setValue] = useState(0);    const sayHello = () => {      console.log('hello there');    };    sayHello();    useEffect(()=> {      console.log("hello from useEffect")    },[])    return (      <div>        <h1>value : {value}</h1>        <button className='btn' onClick={() => setValue(value + 1)}>          click me        </button>      </div>    );  };  export default UseEffectBasics; |  |

If you put the value being updated inside the dependency array, the callback function is only going to run when that value is updated.

|  |  |
| --- | --- |
| **useEffect with the value being updated in the dependency array** | |
| import { useState, useEffect } from 'react';  const MultipleEffects = () => {    const [value, setValue] = useState(0);    const [secondValue, setSecondValue] = useState(0);    useEffect(() => {      console.log('hello from first useEffect');    }, [value]);    useEffect(() => {      console.log('hello from second useEffect');    }, [secondValue]);    return (      <div>        <h1>value : {value}</h1>        <button className='btn' onClick={() => setValue(value + 1)}>          value        </button>        <h1>second value : {secondValue}</h1>        <button className='btn' onClick={() => setSecondValue(secondValue + 1)}>          second value        </button>      </div>    );  };  export default MultipleEffects; |  |

You can have as many **useEffects** in your component as you want. So pretty much you can set up a **useEffect** for every smallest feature. Now, just because you can doesn't mean you should.

**React useEffect Fetch Data**

We cannot return a **promise** from a **callback function**. However, the **callback function** inside the **useEffect** can by an **async** function and thus return a **promise**.

The code below shows a generic example of how to fetch data with useEffect.

import { useState, useEffect } from 'react';

const url = 'https://api.github.com/users';

const FetchData = () => {

  const [users, setUsers] = useState([]);

  useEffect(() => {

    const fetchData = async () => {

      try {

        const response = await fetch(url);

        const users = await response.json();

        setUsers(users);

      } catch (error) {

        console.log(error);

      }

    };

    fetchData();

  }, []);

  return (

    <section>

      <h3>github users</h3>

      <ul className='users'>

        {users.map((user) => {

          const { id, login, avatar\_url, html\_url } = user;

          return (

            <li key={id}>

              <img src={avatar\_url} alt={login} />

              <div>

                <h5>{login}</h5>

                <a href={html\_url}>profile</a>

              </div>

            </li>

          );

        })}

      </ul>

    </section>

  );

};

export default FetchData;

**Short Circuit**

**“truthy” and “falsy” introduction**

In JavaScript, a value is considered "**truthy**" if it is evaluated to true when used in a boolean context. A value is considered "**falsy**" if it is evaluated to false when used in a boolean context.

Here is a list of values that are considered **falsy** in JavaScript:

* false
* 0 (zero)
* "" (empty string)
* null
* undefined
* NaN (Not a Number)
* All other values, including objects and arrays, are considered truthy.

For example:

const x = 'Hello';

const y = '';

const z = 0;

if (x) {

  console.log('x is truthy');

}

if (y) {

  console.log('y is truthy');

} else {

  console.log('y is falsy');

}

if (z) {

  console.log('z is truthy');

} else {

  console.log('z is falsy');

}

// Output:

// "x is truthy"

// "y is falsy"

// "z is falsy"

In this example, the variable x is a non-empty string, which is considered truthy, so the first if statement is executed. The variable y is an empty string, which is considered **falsy**, so the else block of the second if statement is executed. The variable **z** is the number 0, which is considered **falsy**, so the else block of the third if statement is executed.

**Short Circuit Introduction**

In JavaScript, **short-circuit** evaluation is a technique that allows you to use logical operators (such as **&&** and **||**) to perform **conditional evaluations in a concise way**.

The **&&** operator (logical AND) returns the first operand if it is "**falsy**", or the second operand if the first operand is "**truthy**". For example:

const x = 0;

const y = 1;

console.log(x && y); // Output: 0 (the first operand is falsy, so it is returned)

console.log(y && x); // Output: 0 (the second operand is falsy, so it is returned)

The **||** operator (logical OR) returns the first operand if it is "**truthy**", or the second operand if the first operand is "**falsy**". For example:

const x = 0;

const y = 1;

console.log(x || y); // Output: 1 (the first operand is falsy, so the second operand is returned)

console.log(y || x); // Output: 1 (the first operand is truthy, so it is returned)

Short-circuit evaluation can be useful in cases where you want to **perform a certain action only if a certain condition is met**, or you want to return a **default value if a certain condition is not met**. For example:

function displayName(name) {

  return name || 'Anonymous';

}

console.log(displayName('Pizza')); // Output: "Pizza"

console.log(displayName()); // Output: "Anonymous"

In this example, the **displayName()** function returns the name property of the user object if it exists, or "Anonymous" if the name property is not present. This is done using the **||** operator and short-circuit evaluation.

**React use case – toggling**

A typical use case for this is toggling, i.e. showing something depending if a certain state is **true** or **false**. In the example below, by clicking on the “toggle alert” button, it changes “showAlert” from true to false and vice-versa, which will hide or show the “hello world” alert.

import { useState } from 'react';

const ToggleChallenge = () => {

  const [showAlert, setShowAlert] = useState(false);

  return (

    <div>

      <button className='btn' onClick={() => setShowAlert(!showAlert)}>

        toggle alert

      </button>

      {showAlert && <Alert />}

    </div>

  );

};

const Alert = () => {

  return <div className='alert alert-danger'>hello world</div>;

};

export default ToggleChallenge;

**Ternary Operator Introduction**

In JavaScript, the **ternary operator** is a way to **concisely express a simple conditional statement**. Here is the basic syntax for using the ternary operator:

condition ? expression1 : expression2;

**If condition is truthy, the operator will return expression1. If condition is falsy, it will return expression2.**

**React use case – Ternary Operator**

A typical use case for the Ternary Operator is to show the Loading screen if the isLoading is true, or else show the full page. Or, as is it below, if the user exists (i.e. is logged in) display something. If not, display a login screen.

import { useState } from 'react';

const UserChallenge = () => {

  const [user, setUser] = useState(null);

  const login = () => {

    // normally connect to db or api

    setUser({ name: 'vegan food truck' });

  };

  const logout = () => {

    setUser(null);

  };

  return (

    <div>

      {user ? (

        <div>

          <h4>hello there, {user.name}</h4>

          <button className='btn' onClick={logout}>

            logout

          </button>

        </div>

      ) : (

        <div>

          <h4>Please Login</h4>

          <button className='btn' onClick={login}>

            login

          </button>

        </div>

      )}

    </div>

  );

};

export default UserChallenge;

**useEffect Cleanup Function**

**Introduction**

With **useEffect()**, although you may have a dependency array (e.g. empty array will only run the functionality on initial render), if you keep hiding and displaying a component, it will run every time the component is displayed.

For example, in the code below, each time <RandomComponent /> is displayed by toggling it, the program will log 'hmm, this is interesting'.

import { useEffect, useState } from 'react';

const CleanupFunction = () => {

  const [toggle, setToggle] = useState(false);

  return (

    <div>

      <button className='btn' onClick={() => setToggle(!toggle)}>

        toggle component

      </button>

      {toggle && <RandomComponent />}

    </div>

  );

};

const RandomComponent = () => {

  useEffect(() => {

      console.log('hmm, this is interesting');

  }, []);

  return <h1>hello there</h1>;

};

export default CleanupFunction;

This is not bad or good, just something you need to be aware. In some cases, you might not want it to happen.

**Cleanup function example**

If we had a setInterval function inside the RandomComponent, then it that means it would run every second while the component is mounted (showing on the screen). However, the reality is that when we toggle the component to hide it, the function keeps going. And, the more we toggle the component, the faster setInterval will run, because it’s never reset and stacks up with the previous one.

Because of this, it’s a good idea to run the cleanup function. Now, the setInterval will only run whenever the item is mounted.

|  |  |
| --- | --- |
| **Before Cleanup function** | **After Cleanup function** |
| const RandomComponent = () => {    useEffect(() => {      console.log("hmm, this is interesting");      setInterval(() => {        console.log("hello from interval");      }, 1000);    }, []);    return <h1>hello there</h1>;  }; | const RandomComponent = () => {    useEffect(() => {      console.log("hmm, this is interesting");      const intId = setInterval(() => {        console.log("hello from interval");      }, 1000);      return () => {        clearInterval(intId);      };    }, []);    return <h1>hello there</h1>;  }; |

**removeEventListener**

In the example below, each time we toggle the component, it will attach another event listener to the window, which can create some issues.

import { useEffect, useState } from "react";

const CleanupFunction = () => {

  const [toggle, setToggle] = useState(false);

  return (

    <div>

      <button className="btn" onClick={() => setToggle(!toggle)}>

        toggle component

      </button>

      {toggle && <RandomComponent />}

    </div>

  );

};

const RandomComponent = () => {

  useEffect(() => {

    const someFunc = () => {

      //some logic

    };

    window.addEventListener("scroll", someFunc);

  }, []);

  return <h1>hello there</h1>;

};

export default CleanupFunction;

A way around it is to use removeEventListener.

import { useEffect, useState } from "react";

const CleanupFunction = () => {

  const [toggle, setToggle] = useState(false);

  return (

    <div>

      <button className="btn" onClick={() => setToggle(!toggle)}>

        toggle component

      </button>

      {toggle && <RandomComponent />}

    </div>

  );

};

const RandomComponent = () => {

  useEffect(() => {

    const someFunc = () => {

      //some logic

    };

    window.addEventListener("scroll", someFunc);

    return () => window.removeEventListener("scroll", someFunc);

  }, []);

  return <h1>hello there</h1>;

};

export default CleanupFunction;

**Dealing with missing data when fetching**

Not every API comes perfectly organized when fetching data, so it’s a good idea to deal with it so the browser doesn’t throw errors at us. To do that, we need to understand about **Optional Chaining**, **Default Values** and **Dynamic Object Keys**.

**Optional Chaining**

**Optional Chaining** offers more straightforward syntax for working with **deeply nested properties**. In JavaScript, the optional chaining operator (**?.**) is a new feature that allows you to access properties of an object without worrying about whether the object or the property is null or undefined. It's a shorthand for a common pattern of **checking for null or undefined before accessing an object's property**.

For example, consider the code below, which accesses the **firstName** property:

const person = { name: { first: 'John', last: 'Doe' } };

console.log(person.name.first);

If the name property is **null** or **undefined**, **this code will throw an error**. To prevent this, we can use the optional chaining operator:

console.log(person?.name?.first);

Now, if the **person.name** is **null** or **undefined**, **this code will simply return undefined instead of throwing an error**. This makes the code more robust and readable.

This is useful if you’re iterating over some API and some object doesn’t have one of the properties you are after. For example, in the API below, the second object doesn’t have the **timezone** property.

const people = [

  {

    name: "bob",

    location: { street: "123 main street", timezone: { offset: "+7.00" } },

  },

  { name: "peter", location: { street: "123 Pine Street" } },

  {

    name: "susan",

    location: { street: "123 Apple street", timezone: { offset: "+9.00" } },

  },

];

So, if we try to iterate over it and access the offset property of every object like shown below, we are going to get an error and the application will stop.

person.forEach((person)=> {

  person.location.timezone.offset

})

We need to use the optional chaining, which checks if that property exists, and if it doesn’t return undefined, instead of an error that stops the application.

person.forEach((person)=> {

  person?.location?.timezone?.offset

})

**Default Values**

In JavaScript, when defining a function, you can specify **default values** for its parameters. This means that **if a caller of the function does not provide a value for a particular parameter, the default value will be used instead**. Default parameters are defined by assigning a value to the parameter in the function definition.

For example, consider the following function, which takes two parameters, x and y, and returns their sum:

function add(x, y) {

  return x + y;

}

If we call this function with only one argument, it will return **NaN** because y is undefined.

We can set default values for **x** and **y** as 0:

function add(x = 0, y = 0) {

  return x + y;

}

Now, if we call **add(3)**, the function will return 3, because the default value of 0 is used for the **y** parameter.

**Dynamic Object Keys**

**Dot notation**

Imagine we have the following object:

const person = {

  name: "john"

}

We can access the properties of the object:

console.log(person.name) // john

We can add new properties:

person.age = 25;

**Square Brackets Notation**

We can do the same thing with the square brackets notation.

console.log(person["name"]) //john

**Using default values and optional chaining**

It is very common for API’s to come nested or with missing properties/objects like the example below.

export const people = [

  { id: 1, name: "bob", nickName: "Stud Muffin" },

  { id: 2, name: "peter" },

  {

    id: 3,

    name: "oliver",

    images: [

      {

        small: {

          url: "https://res.cloudinary.com/diqqf3eq2/image/upload/ar\_1:1,bo\_5px\_solid\_rgb:ff0000,c\_fill,g\_auto,r\_max,w\_1000/v1595959121/person-1\_aufeoq.jpg",

        },

      },

    ],

  },

  { id: 4, name: "david" },

];

In the code below, we use a **default value** for the nickname, so every time we search for nickname, it will default to shakeAndBake.

Also, we use **optional chaining** to access the url property because not every object has it. And if it doesn’t find the img, we set a default image avatar using the || operator. This is another option to set a default value.

import avatar from '../../../assets/default-avatar.svg';

const Person = ({ name, nickName = 'shakeAndBake', images }) => {

  // before optional chaining

  // const img =

  //   (images && images[0] && images[0].small && images[0].small.url) || avatar;

  const img = images?.[0]?.small?.url || avatar;

  return (

    <div>

      <img src={img} alt={name} style={{ width: '50px' }} />

      <h4>{name} </h4>

      <p>Nickname : {nickName}</p>

    </div>

  );

};

export default Person;

**Setting up keys dynamic with brackets notation**

We can **set up keys dynamically by using the square brackets notation**. In the example below, we define a variable appState, which has the same **name** as the **key** in the app object.

So, what happens is, whatever is the value of the appState variable, that will be the key name in the app object.

let appState = "loading";

const app = {

  [appState]: true,

};

console.log(app) // {loading: true}

We can also add new keys with this notation.

let appState = "loading";

let keyName = "computer";

const app = {

  [appState]: true,

};

app[keyName] = "apple";

console.log(app); // {loading: true, computer: "apple"}

**Useful application**

We create a function that takes 2 arguments (key and value) and use it to update the property values of various objects:

const state = {

  name: "",

  job: "",

};

function updateState(key, value) {

  state[key] = value;

}

updateState("name", "john");

updateState("job", "developer");

console.log(state); // {name: "john", job: "developer"}

**Folder Structure for big projects**

When you have a big project, a good idea is to create a folder for each components and, inside that folder, put every file related to that component (**.jsx**, **.css**, **.html**, etc).

This kind of structure only makes sense in big projects! You don’t have to use it all the time. For smaller projects you could have all your components in the same folder called “components”.

**Separate components with Index.jsx import**

See the example below where we create a Navbar component.

**App.jsx** is used to invoke the **Navbar** component. However, in reality, App.jsx has access to the Navbar component through the Index.jsx imported right in the first line. When no specific file is specified in the import file path (which is the case), it will import the index.jsx file by default (this is a node thing), which by itself is exporting the Navbar component.

|  |  |
| --- | --- |
| **Index.jsx** | **Navbar.jsx** |
| export { default } from './Navbar'; | import './Navbar.css';  const Navbar = () => {    return (      <div className='navbar'>        <h2>navbar component</h2>      </div>    );  };  export default Navbar; |
| **App.jsx** | **Navbar.css** |
| import Navbar from ".tutorial/04-project-structure/starter/Navbar"  function App() {      return (          <div className="container">              <Navbar>          </div>      );  }  export default App; | .navbar {    background: blue;    color: white;  } |

**Separate components with Index.jsx import**

A way to organize different pages is by importing and exporting the pages in the index.jsx, and then import index.jsx in the App.jsx

|  |  |
| --- | --- |
| **Index.jsx** | **Home.jsx** |
| import Home from './Home';  import About from './About';  export { Home, About }; | const Home = () => {    return <div>Home Page</div>;  };  export default Home; |
| **About.jsx** | **App.jsx** |
| const About = () => {    return <div>About Page</div>;  };  export default About; | import Navbar from ".tutorial/04-project-structure/starter/Navbar"  function App() {      return (          <div className="container">              <Home />              <About/>          </div>      );  }  export default App; |

**useRef**

**useRef** is a lot like **useState**, so it preserves the value between the renders. But the difference is that updating use **useRef** **does not trigger re-render**. For example, consider the following form:

import { useEffect, useRef, useState } from 'react';

const UseRefBasics = () => {

  const [value, setValue] = useState(0);

  const handleSubmit = (e) => {

    e.preventDefault();

  };

  return (

    <div>

      <form className='form' onSubmit={handleSubmit}>

        <div className='form-row'>

          <label htmlFor='name' className='form-label'>

            Name

          </label>

          <input type='text' id='name' className='form-input' />

        </div>

        <button type='submit' className='btn btn-block'>

          submit

        </button>

      </form>

      <h1>value : {value}</h1>

      <button onClick={() => setValue(value + 1)} className='btn'>

        increase

      </button>

    </div>

  );

};

export default UseRefBasics;
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If we create a variable that stores a null, you’ll see it creates an object, with a **current** property of null.

|  |  |
| --- | --- |
| const refContainer = useRef(null);  console.log(refContainer); |  |

Once we have this in place, we have 2 ways how we can set this value, because of course you don’t want to always keep it as null:

1. We can use this **refContainer** and set it equal to any of the DOM nodes.
2. We can set it ourselves, using some kind of functionality

**Approach 1: refContainer**

We are going to try the first approach first.

1. First, we have to add a **ref** attribute to the input and set it equal to the **refContainer** variable.

<input

   type="text"

   id="name"

   className="form-input"

   ref={refContainer}

/>

1. Now we don’t see anything, because **refContainer** **runs during the initial render**. So, in order to see the actual value in the console, we have to use **useEffect**, which runs after the initial render. Note that we now have access to the DOM node (in this case the input).

const UseRefBasics = () => {

const [value, setValue] = useState(0);

const refContainer = useRef(null);

console.log(refContainer); //Happens during the initial render

useEffect(() => {

  console.log(refContainer);//Happens after the initial render

});

const handleSubmit = (e) => {

  e.preventDefault();

  const name = refContainer.current.value;

};
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1. We now can grab the value by using **value** property.

|  |  |
| --- | --- |
| const handleSubmit = (e) => {      e.preventDefault();      const name = refContainer.current.value;      console.log(name);    }; |  |

**Approach 2: changing the value of useRef**

Now let’s take a look at our second example, where we change the value of **useRef**.

1. Let’s start by creating a value with useRef and set false as the default value. This again creates an object isMounted with a **current** property which is equal to false.

|  |  |
| --- | --- |
| const isMounted = useRef(false); |  |

1. Now if we add a useEffect and add the state value (the number after “Value” in the image below) in the dependency array, every time we change the value (increase it), the functionality inside the useEffect is going to run. As you can see in the image below, we clicked twice, but it logged 3 times, because it logged in the initial render.

|  |  |
| --- | --- |
| useEffect(() => {    console.log(isMounted);  }, [value]); |  |

What if we don’t want to run it in the initial render, but we want to run it after every time the value changes? To do that, we need to check the value of isMounted. If it’s false, we set it equal to true. Then if it’s true, we run the functionality. Note that it only ran twice, because in the initial render it was false.

|  |  |
| --- | --- |
| useEffect(() => {    if (!isMounted.current) {      isMounted.current = true;      return;    }  console.log(isMounted);  }, [value]); |  |

**getBoundingClientRect()–Width/Height (Vanilla JS)**

You can access the width and height of the whole window by doing:

window.innerHeight //gives us the height of the window

window.innerWidth //gives us the width of the window

The **getBoundingClientRect()** method returns the **size** of an element and its **position relative to the viewport.** It returns a DOMRect object with eight properties: left, top, right, bottom, x, y, width, height.

The scrolling that has been done is taken into account. This means that the rectangle's edges (top, left, bottom, and right) change their values every time the scrolling position changes.

const box = document.querySelector('box');

box.getBoundingClientRect()

One useful case for this is that you can detect if a certain element is off the screen if the position values start being negative, and then do something about it.

**Custom Hooks**

**Custom Hooks** are great for abstracting some functionality, basically to have **less lines of code in the component**. And as a result, it's going to be **easier to manage our component**. Also, once we have custom hook, we can bring it from project to project, which of course **speeds up our workflow**.

Rule of thumb, quite often **useEffect** is a great option for custom hook. All the hooks rules apply to custom hooks (for example, they need to start with **use**).

**Example - Toggle**

Consider the following code where we are using **useEffect** to toggle between the “some stuff” text.

|  |  |
| --- | --- |
| import { useState } from 'react';  const ToggleExample = () => {    const [show, setShow] = useState(false);    return (      <div>        <h4>toggle custom hook</h4>        <button className='btn' onClick={() => setShow(!show)}>          toggle        </button>        {show && <h4>some stuff</h4>}      </div>    );  };  export default ToggleExample; | |
|  |  |

Instead of using **useState** hook, we could create a custom hook that **stores and changes the state value of show**. Note that the hook could also return an object with curly braces **{}** instead of an array, both methods work. You would just have to correct it when invoking the hook.

const {show, toggle} = useToggle(false);

|  |  |
| --- | --- |
| **useToggle.jsx** | **Toggle.jsx** |
| import { useState } from "react";  const useToggle = (defaultValue) => {    const [show, setShow] = useState(defaultValue);    const toggle = () => {      setShow(!show);    };    return [show, toggle];  };  export default useToggle; | import useToggle from "./useToggle";  const ToggleExample = () => {    const [show, toggle] = useToggle(false);    return (      <div>        <h4>toggle custom hook</h4>        <button className="btn" onClick={toggle}>          toggle        </button>        {show && <h4>some stuff</h4>}      </div>    );  };  export default ToggleExample; |

**Example – Fetch User**

Consider the code below where we are fetching a user from GitHub.

import { useEffect, useState } from 'react';

const url = 'https://api.github.com/users/QuincyLarson';

const FetchData = () => {

  const [isLoading, setIsLoading] = useState(true);

  const [isError, setIsError] = useState(false);

  const [user, setUser] = useState(null);

  useEffect(() => {

    const fetchUser = async () => {

      try {

        const resp = await fetch(url);

        // console.log(resp);

        if (!resp.ok) {

          setIsError(true);

          setIsLoading(false);

          return;

        }

        const user = await resp.json();

        setUser(user);

      } catch (error) {

        setIsError(true);

        // console.log(error);

      }

      // hide loading

      setIsLoading(false);

    };

    fetchUser();

  }, []);

  // order matters

  // don't place user JSX before loading or error

  if (isLoading) {

    return <h2>Loading...</h2>;

  }

  if (isError) {

    return <h2>There was an error...</h2>;

  }

  const { avatar\_url, name, company, bio } = user;

  return (

    <div>

      <img

        style={{ width: '100px', borderRadius: '25px' }}

        src={avatar\_url}

        alt={name}

      />

      <h2>{name}</h2>

      <h4>works at {company}</h4>

      <p>{bio}</p>

    </div>

  );

};

export default FetchData;
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We can move isLoading, isError and user states values to a custom hook. The **useFetchPerson** custom hook would **take the state values**, **fetch the user from the API** and **change the state values** accordingly to the response it gets.

The **FetchPerson** component would **grab those state values** and handle what to **display** depending on their values.

|  |  |
| --- | --- |
| **useFecthPerson.jsx** | **FecthPerson.jsx** |
| import { useState, useEffect } from "react";  const useFetchPerson = (url) => {    const [isLoading, setIsLoading] = useState(true);    const [isError, setIsError] = useState(false);    const [user, setUser] = useState(null);    useEffect(() => {      const fetchUser = async () => {        try {          const resp = await fetch(url);          if (!resp.ok) {            setIsError(true);            setIsLoading(false);            return;          }          const user = await resp.json();          setUser(user);        } catch (error) {          setIsError(true);        }        // hide loading        setIsLoading(false);      };      fetchUser();    }, []);    return { isLoading, isError, user };  };  export default useFetchPerson; | import useFetchPerson from "./useFetchPerson";  const url = "https://api.github.com/users/QuincyLarson";  const FetchData = () => {    const { isLoading, isError, user } = useFetchPerson(url);    // order matters    // don't place user JSX before loading or error    if (isLoading) {      return <h2>Loading...</h2>;    }    if (isError) {      return <h2>There was an error...</h2>;    }    const { avatar\_url, name, company, bio } = user;    return (      <div>        <img          style={{ width: "100px", borderRadius: "25px" }}          src={avatar\_url}          alt={name}        />        <h2>{name}</h2>        <h4>works at {company}</h4>        <p>{bio}</p>      </div>    );  };  export default FetchData; |

We can even make the **useFecthUser** hook more generic. For example, instead of using the word **user**, use **data**. And then you can use this hook in various projects every time you want to fetch data.

Chances are we'll probably want to fetch more than just a user. For example, we want to fetch an array or something along those lines.

**Context API**

**Prop Drilling**

Prop drilling is the process of passing data from one component via several interconnected components to the component that needs it. can make your code harder to understand and reason about, increase the complexity of your component tree, and make it difficult to manage state and props in a large application. For example, see below how the user and logout state values have to be passed from Navbar to NavbarLinks, and the from NavbarLinks to UserContainer

|  |  |
| --- | --- |
| **App.jsx** | **Navbar.jsx** |
| import Starter from "./tutorial/09-context-api/starter/Navbar.jsx";  function App() {    return (      <div className="container">        <Starter />      </div>    );  }  export default App; | import UserContainer from "./UserContainer";  const NavLinks = ({ user, logout }) => {    return (      <div className="nav-container">        <ul className="nav-links">          <li>            <a href="#">home</a>          </li>          <li>            <a href="#">about</a>          </li>        </ul>        <UserContainer user={user} logout={logout} />      </div>    );  };  export default NavLinks; |
| **NavLinks.jsx** | **UserContainer.jsx** |
| import { useState } from "react";  import NavLinks from "./NavLinks";  const Navbar = () => {    const [user, setUSer] = useState({ name: "bob" });    const logout = () => {      setUSer(null);    };    return (      <nav className="navbar">        <h5>CONTEXT API</h5>        <NavLinks user={user} logout={logout} />      </nav>    );  };  export default Navbar; | const UserContainer = ({ user, logout }) => {    return (      <div className="user-container">        {user ? (          <>            <p>Hello There, {user?.name?.toUpperCase()}</p>            <button className="btn" onClick={logout}>              logout            </button>          </>        ) : (          <p>Please login</p>        )}      </div>    );  };  export default UserContainer; |
|  | |
| Logout Click | |
|  | |

**Context API**

And now let's take a look how we can use Context API, which is provided by React to essentially solve our issue.

Effectively, we're looking for a way to bypass this one or multiple components that we have sitting in between the main one, the parent, and then whichever component wants to use those values.

To do this, we need to use context API. Basically, we need to create a context in the parent file, in this case Navbar.jsx (basically the component which is going to provide those values). This gives us access to Consumer and Provider components.

export const NavbarContext = createContext();

console.log(NavbarContext);
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We then want to wrap the return that provider. Whatever you pass in the value prop in that component, you’re going to have access to it anywhere in that tree. We can then pass the user and logout values inside an object:

const Navbar = () => {

  const [user, setUSer] = useState({ name: "bob" });

  const logout = () => {

    setUSer(null);

  };

  return (

    <NavbarContext.Provider value={{ user, logout }}>

      <nav className="navbar">

        <h5>CONTEXT API</h5>

        <NavLinks />

      </nav>

    </NavbarContext.Provider>

  );

};

We can then use useContext in the component that receives the values to have access to them, in this case in the UserContainer.

|  |  |
| --- | --- |
| **NavLinks.jsx** | **UserContainer.jsx** |
| import { useState, createContext } from "react";  import NavLinks from "./NavLinks";  export const NavbarContext = createContext();  const Navbar = () => {    const [user, setUser] = useState({ name: "bob" });    const logout = () => {      setUser(null);    };    return (      <NavbarContext.Provider value={{ user, logout }}>        <nav className="navbar">          <h5>CONTEXT API</h5>          <NavLinks />        </nav>      </NavbarContext.Provider>    );  };  export default Navbar; | import { useContext } from "react";  import { NavbarContext } from "./Navbar";  const UserContainer = () => {    const { user, logout } = useContext(NavbarContext);    return (      <div className="user-container">        {user ? (          <>            <p>Hello There, {user?.name?.toUpperCase()}</p>            <button className="btn" onClick={logout}>              logout            </button>          </>        ) : (          <p>Please login</p>        )}      </div>    );  };  export default UserContainer; |

**Context API**

So pretty much everywhere we want to use the state values user and the function logout we have to import useContext and NavbarContext.

This is a good use for a custom hook. So instead of these two inputs we can setup one custom hook and then just import it. We will use the hook using useContext.

|  |  |
| --- | --- |
| **NavLinks.jsx** | **UserContainer.jsx** |
| import { useState, createContext } from "react";  import NavLinks from "./NavLinks";  import { useContext } from "react";  export const NavbarContext = createContext();  //custom hook  export const useAppContext = () => useContext(NavbarContext);  const Navbar = () => {    const [user, setUser] = useState({ name: "bob" });    const logout = () => {      setUser(null);    };    return (      <NavbarContext.Provider value={{ user, logout }}>        <nav className="navbar">          <h5>CONTEXT API</h5>          <NavLinks />        </nav>      </NavbarContext.Provider>    );  };  export default Navbar; | import { useAppContext } from "./Navbar";  const UserContainer = () => {    const { user, logout } = useAppContext();    return (      <div className="user-container">        {user ? (          <>            <p>Hello There, {user?.name?.toUpperCase()}</p>            <button className="btn" onClick={logout}>              logout            </button>          </>        ) : (          <p>Please login</p>        )}      </div>    );  };  export default UserContainer; |

**Global Context API**

We want to wrap our entire application (effectively our App component), which is in our main.jsx file.

Now when we want to use the state values and functions inside context.jsx, we just have to import useGlobalContext and use the custom hook, as you can see in App.jsx

|  |  |
| --- | --- |
| Main.jsx | App.jsx |
| import React from "react";  import ReactDOM from "react-dom/client";  import App from "./App.jsx";  import "./index.css";  import AppContext from "./context.jsx";  ReactDOM.createRoot(document.getElementById("root")).render(    <React.StrictMode>      <AppContext>        <App />      </AppContext>    </React.StrictMode>  ); | import "./App.css";  import { useGlobalContext } from "./context";  function App() {    const { name } = useGlobalContext();    console.log(name);    return <></>;  }  export default App; |
| Context.jsx | Console.log |
| import { createContext, useContext, useState } from "react";  const GlobalContext = createContext();  export const useGlobalContext = () => useContext(GlobalContext);  const AppContext = (props) => {    const [name, setName] = useState("peter");    return (      <GlobalContext.Provider value={{ name, setName }}>        {props.children}      </GlobalContext.Provider>    );  };  export default AppContext; |  |

**useReducer**

You can think of useReducer as a light version of Redux, one of the most famous state management libraries out there.

As your application grows in size, it's going to be very hard to manage everything with just use state. Especially if you have multiple developers working on the project. That's where state management libraries like Redux come into play, since they provide much needed structure and set of rules which in a perfect world leads to less bugs and easier code management.

The problem with such libraries is that they require quite a bit of boilerplate code and some time to get used to the terminology.

So, react released, useReducer hook. And I like to think of use reducer as a middle ground between using full blown state library and just using useState.

**Example**

Consider the following code where we use useState to create a list of people and buttons to remove, clear and reset the list.

|  |  |
| --- | --- |
| import React from "react";  import { data } from "../../../data";  const ReducerBasics = () => {    const [people, setPeople] = React.useState(data);    const removeItem = (id) => {      let newPeople = people.filter((person) => person.id !== id);      setPeople(newPeople);    };    const clearList = () => {      setPeople([]);    };    const resetList = () => {      setPeople(data);    };    return (      <div>        {people.map((person) => {          const { id, name } = person;          return (            <div key={id} className="item">              <h4>{name}</h4>              <button onClick={() => removeItem(id)}>remove</button>            </div>          );        })}        {people.length < 1 ? (          <button            className="btn"            style={{ marginTop: "2rem" }}            onClick={resetList}          >            reset          </button>        ) : (          <button            className="btn"            style={{ marginTop: "2rem" }}            onClick={clearList}          >            clear items          </button>        )}      </div>    );  };  export default ReducerBasics; | |
|  |  |

When it comes to useState, we pass the default state. With useReducer, is a bit more complex. We need to pass two things:

* Default state – object that incorporates every state.
* Reducer – a function that is going to manipulate the state.

In this case, our default state would only take the people state and would look like this, where we have the people state and the default value data, which is the array of people. If you decide you want more states, you can keep adding them to defaultState.

|  |  |
| --- | --- |
| const defaultState = {    people: data,  }; | export const data = [    { id: 1, name: 'john' },    { id: 2, name: 'peter' },    { id: 3, name: 'susan' },    { id: 4, name: 'anna' },  ]; |

With useReducer, we are getting back a state and a dispatch. All your states will be represented in the state below. Then you can access the states by using dot notation (e.g. state.people accesses people state).

  const[state,dispatch] = useReducer(reducer, defaultState);

We will still update the state like with useState, it’s just not happening directly. With withState, we just invoke setPeople and that automatically updates the state, but that’s not how useReducer works.

You’ll dispatch, you’ll pass in the action that you want to do, and then it’s going to go through the reducer and whatever we get from the reducer, that’s going to be our new state. So, multiples steps.

So the basic setup of use reducer looks like this:

import { useReducer } from "react";

import { data } from "../../../data";

const defaultState = {

  people: data,

};

//Reducer, where we are going to control our entire state

const reducer = () => {};

const ReducerBasics = () => {

  const [state, dispatch] = useReducer(reducer, defaultState);

  const removeItem = (id) => {};

  const clearList = () => {};

  const resetList = () => {};

  return (

    <div>

      {state.people.map((person) => {

        const { id, name } = person;

        return (

          <div key={id} className="item">

            <h4>{name}</h4>

            <button onClick={() => removeItem(id)}>remove</button>

          </div>

        );

      })}

      {state.people.length < 1 ? (

        <button

          className="btn"

          style={{ marginTop: "2rem" }}

          onClick={resetList}

        >

          reset

        </button>

      ) : (

        <button

          className="btn"

          style={{ marginTop: "2rem" }}

          onClick={clearList}

        >

          clear items

        </button>

      )}

    </div>

  );

};

export default ReducerBasics;

and if we log the state, console.log(state); we get and object with all the state values.
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Although we have the basic setup, we have the default values, no functionality is being used. For that, we need to dispatch something called action, and that action is going to be handled in the reducer. The reducer is going to be the new state. The reducer gets the current state (before the update) and the action (what we are trying to do).

const reducer = (state,action) => {};

Then in dispatch, we provide a type, which is going to be out action. By convention, this action is written in upper case and underscores. The action is always a string (any string you want).

  const clearList = () => {

    dispatch({ type: "CLEAR\_LIST" });

  };

Then, in the reducer, we handle that type. Remember we have to use the spread operator so we don’t delete the other properties. Whatever we return from the reducer is then going to be out state value.

const reducer = (state, action) => {

  if (action.type === "CLEAR\_LIST") {

    return { ...action, people: [] };

  }

};

One common convention to avoid errors is to assign the string to a variable:

const CLEAR\_LIST = "CLEAR\_LIST";

const reducer = (state, action) => {

  if (action.type === CLEAR\_LIST) {

    return { ...action, people: [] };

  }

};

  const clearList = () => {

    dispatch({ type: CLEAR\_LIST });

  };

Also, in case we don’t handle a certain action in the reducer, we want to throw the following error:

const reducer = (state, action) => {

  if (action.type === CLEAR\_LIST) {

    return { ...action, people: [] };

  }

  throw new Error (`No matching ${action.type} - actipon type`)

};

For the remove people, we have to pass the id as payload (the payload name is just a convention for the property name).

import { useReducer } from "react";

import { data } from "../../../data";

const defaultState = {

  people: data,

};

const CLEAR\_LIST = "CLEAR\_LIST";

const RESET\_LIST = "RESET\_LIST";

const REMOVE\_ITEM = "REMOVE\_ITEM";

//Reducer, where we are going to control our entire state

const reducer = (state, action) => {

  if (action.type === CLEAR\_LIST) {

    return { ...action, people: [] };

  }

  if (action.type === RESET\_LIST) {

    return { ...action, people: data };

  }

  if (action.type === REMOVE\_ITEM) {

    const newPeople = state.people.filter(

      (person) => person.id !== action.payload.id

    );

    return { ...action, people: newPeople };

  }

  throw new Error(`No matching ${action.type} - actipon type`);

};

const ReducerBasics = () => {

  const [state, dispatch] = useReducer(reducer, defaultState);

  const removeItem = (id) => {

    dispatch({ type: REMOVE\_ITEM, payload: { id } });

  };

  const clearList = () => {

    dispatch({ type: CLEAR\_LIST });

  };

  const resetList = () => {

    dispatch({ type: RESET\_LIST });

  };

  console.log(state);

  return (

    <div>

      {state.people.map((person) => {

        const { id, name } = person;

        return (

          <div key={id} className="item">

            <h4>{name}</h4>

            <button onClick={() => removeItem(id)}>remove</button>

          </div>

        );

      })}

      {state.people.length < 1 ? (

        <button

          className="btn"

          style={{ marginTop: "2rem" }}

          onClick={resetList}

        >

          reset

        </button>

      ) : (

        <button

          className="btn"

          style={{ marginTop: "2rem" }}

          onClick={clearList}

        >

          clear items

        </button>

      )}

    </div>

  );

};

export default ReducerBasics;

**File Organization**

As the applications grow, it is helpful to split the actions and reducer and separate file, otherwise the projects start getting harder to read. So, the structure for this program would be as following:

|  |  |
| --- | --- |
| **useReducer.jsx** | |
| import { useReducer } from "react";  import { data } from "../../../data";  import { CLEAR\_LIST, RESET\_LIST, REMOVE\_ITEM } from "./actions";  import reducer from "./reducer";  const defaultState = {    people: data,  };  const ReducerBasics = () => {    const [state, dispatch] = useReducer(reducer, defaultState);    const removeItem = (id) => {      dispatch({ type: REMOVE\_ITEM, payload: { id } });    };    const clearList = () => {      dispatch({ type: CLEAR\_LIST });    };    const resetList = () => {      dispatch({ type: RESET\_LIST });    };    console.log(state);    return (      <div>        {state.people.map((person) => {          const { id, name } = person;          return (            <div key={id} className="item">              <h4>{name}</h4>              <button onClick={() => removeItem(id)}>remove</button>            </div>          );        })}        {state.people.length < 1 ? (          <button            className="btn"            style={{ marginTop: "2rem" }}            onClick={resetList}          >            reset          </button>        ) : (          <button            className="btn"            style={{ marginTop: "2rem" }}            onClick={clearList}          >            clear items          </button>        )}      </div>    );  };  export default ReducerBasics; | |
| **actions.js** | **reducer.js** |
| export const CLEAR\_LIST = "CLEAR\_LIST";  export const RESET\_LIST = "RESET\_LIST";  export const REMOVE\_ITEM = "REMOVE\_ITEM"; | import { CLEAR\_LIST, RESET\_LIST, REMOVE\_ITEM } from "./actions";  import { data } from "../../../data";  const reducer = (state, action) => {    if (action.type === CLEAR\_LIST) {      return { ...action, people: [] };    }    if (action.type === RESET\_LIST) {      return { ...action, people: data };    }    if (action.type === REMOVE\_ITEM) {      const newPeople = state.people.filter(        (person) => person.id !== action.payload.id      );      return { ...action, people: newPeople };    }    throw new Error(`No matching ${action.type} - actipon type`);  };  export default reducer; |

**Data Structures**

- array

```js

const cart = [

  { id: 1, name: 'first', price: 10 },

  { id: 2, name: 'second', price: 20 },

];

```

Using an array to store shopping cart data may not be the best option because it can be less efficient for lookups and updates, especially for larger datasets. Arrays are also less flexible than Maps when it comes to associating values with unique identifiers.

- object

```js

const cart = {

  'id-1': { id: 1, name: 'first', price: 10 },

  'id-2': { id: 2, name: 'second', price: 20 },

};

```

The downsides of using an object to store shopping cart data include the risk of unintended property overwriting or unexpected behaviour when iterating over inherited properties. Additionally, objects can only use string keys, which can be limiting if you need to use non-string keys. Deleting properties from an object can also be tricky, especially when dealing with inherited properties.

- new Map()

For a shopping cart application, using a new Map() to store the cart data is beneficial because it allows for efficient lookups and updates based on unique product IDs. Using a Map can also ensure that each item in the cart has a unique identifier and can easily be updated or removed without affecting other items in the cart.

**#### Map**

A Map is a built-in data structure in JavaScript that allows you to store key-value pairs, where both the keys and values can be any data type (not just string keys like object structure). Here's a simple example:

```js

// create a new Map instance

const cart = new Map();

// set some key-value pairs

cart.set('apple', { name: 'Apple', price: 0.5, quantity: 3 });

cart.set('banana', { name: 'Banana', price: 0.3, quantity: 6 });

cart.set('orange', { name: 'Orange', price: 0.4, quantity: 4 });

// get the value associated with a key

const appleDetails = cart.get('apple'); // returns { name: 'Apple', price: 0.5, quantity: 3 }

// check if a key exists in the map

const hasPear = cart.has('pear'); // returns false

// get the number of key-value pairs in the map

const size = cart.size; // returns 3

// delete a key-value pair from the map

cart.delete('banana');

// loop over the key-value pairs in the map

for (let [key, { name, price, quantity }] of cart) {

  console.log(key, name, price, quantity); // prints 'apple' 'Apple' 0.5 3, 'banana' 'Banana' 0.3 6, 'orange' 'Orange' 0.4 4

}

**Converting from Array to Map Data Structure**

Consider we have the following array of objects.

const items = [

  { id: 1, name: 'first', price: 10 },

  { id: 2, name: 'second', price: 20 },

];

1. First we want to map over each object and for every item I want to return a new array, with the first element as the ID and then the entire object.

const cartItems = items.map((item) => [item.id, item]);

console.log(cartItems);

// prints:

// [

//   [1, { id: 1, name: 'first', price: 10 }],

//   [2, { id: 2, name: 'second', price: 20 }],

// ];

1. We store that new array as a new Map instance.

// create a new Map instance

const cart = new Map(cartItems);

1. We turn the Map instance into an array of key-value pairs, because we need to use that whenever we want to render the items.

// convert the Map to an array of key-value pairs

const cartArray = Array.from(cart.entries());

console.log(cartArray);

// prints:

// [

//   [1, { id: 1, name: 'first', price: 10 }],

//   [2, { id: 2, name: 'second', price: 20 }]

// ]

**Performance**

Let's see how we can test and improve the performance of our React applications.

React as fast by default. So, all the techniques we are going to discuss make way more sense when you are working on a bigger application. Not a small to do list type of application.

Also, please keep in mind that I purposely picked simple and straightforward examples just so we can spend all of our time and energy on the performance topics.

**Example**

See the following example where we render a list of people and we also have a counter.

|  |  |
| --- | --- |
| **Index.jsx** | |
| import { useState } from 'react';  import { data } from '../../../../data';  import List from './List';  const LowerState = () => {    const [people, setPeople] = useState(data);    const [count, setCount] = useState(0);    return (      <section>        <button          className='btn'          onClick={() => setCount(count + 1)}          style={{ marginBottom: '1rem' }}        >          count {count}        </button>        <List people={people} />      </section>    );  };  export default LowerState; | |
| **List.jsx** | |
| import Person from './Person';  const List = ({ people }) => {    return (      <div>        {people.map((person) => {          return <Person key={person.id} {...person} />;        })}      </div>    );  };  export default List; | |
| **Person.jsx** | **Result** |
| import { useEffect } from 'react';  const Person = ({ name }) => {    console.log('render');    return (      <div>        <h4>{name}</h4>      </div>    );  };  export default Person; |  |

Each time we click on the button, we want the number on the button to change. This change occurs through rerendering as we know. But it doesn’t rerender only the number, it rerenders the name.

Again, not a problem in this application, but if you have 60 components and you keep rerendering them for nothing, that is a problem.

Remember, there are 2 situations when rerendering occurs:

* When the component's state or props change, React will re-render the component to reflect these changes.
* When the parent element re-renders, even if the component's state or props have not changed.

**React Dev Tools**

When way to know the performance of our website is through React Dev Tools. Bare in mind that while you are developing the website react does extra checks and will run slower than when it’s built and deployed.
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You can use the following Dev Tool settings.

|  |  |
| --- | --- |
|  |  |
|  |  |

You can also go to the “profiler” tab and click “start profiling”. This will allow you to see:

* Which components rerendered
* Why they rerendered
* How much time they took to rerender
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As you can see, every component rerendered just because we clicked the button to change the counter value.

Note: To use the profiler, Dev Tools needs to be with the developer mode ON, which can be done in the settings.

**Possible Solutions**

**Lower the state**

We can lower the state. In other words, I could just move the state variable as well as the button to a separate component.

There are going to be instances where you can simply just split up the logic. So instead of jamming everything in one component and then having those unnecessary re renders essentially, the moment you move the logic to a separate component, that's not going to be the case anymore. And as a result, yes, we will be updating that state value, but that is not going to trigger re renders in the lower state component.

|  |
| --- |
| **Index.jsx** |
| import { useState } from "react";  import { data } from "../../../../data";  import List from "./List";  import Counter from "./Counter";  const LowerState = () => {    const [people, setPeople] = useState(data);    return (      <section>        <Counter />        <List people={people} />      </section>    );  };  export default LowerState; |
| **List.jsx** |
| import Person from './Person';  const List = ({ people }) => {    return (      <div>        {people.map((person) => {          return <Person key={person.id} {...person} />;        })}      </div>    );  };  export default List; |
| **Person.jsx** |
| import { useEffect } from 'react';  const Person = ({ name }) => {    console.log('render');    return (      <div>        <h4>{name}</h4>      </div>    );  };  export default Person; |
| **Counter.jsx** |
| import { useState } from "react";  const Counter = () => {    const [count, setCount] = useState(0);    return (      <button        className="btn"        onClick={() => setCount(count + 1)}        style={{ marginBottom: "1rem" }}      >        count {count}      </button>    );  };  export default Counter; |

Notice now how only the Counter component rerenders when we click the button.
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**React.memo()**

Sometimes is not possible to push the state down. An alternative to that would be use React.memo() function.

Using memo will cause React to skip rendering a component if its props have not changed.

All you have to do is wrap List component (which is the component that triggers the rerender in people) when exporting it and importing memo from react.

|  |
| --- |
| **Index.jsx** |
| import { useState } from "react";  import { data } from "../../../../data";  import List from "./List";  const LowerState = () => {    const [people, setPeople] = useState(data);    const [count, setCount] = useState(0);    return (      <section>        <button          className="btn"          onClick={() => setCount(count + 1)}          style={{ marginBottom: "1rem" }}        >          count {count}        </button>        <List people={people} />      </section>    );  };  export default LowerState; |
| **List.jsx** |
| import Item from "./Person";  import { memo } from "react";  const List = ({ people }) => {    return (      <div>        {people.map((person) => {          return <Item key={person.id} {...person} />;        })}      </div>    );  };  export default memo(List); |
| **Person.jsx** |
| const Person = ({ name }) => {    return (      <div>        <h4>{name}</h4>      </div>    );  };  export default Person; |

As you can see, only LowerState rerendered.
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**useCallback Hook**

The useCallback hook is a hook in React that allows you to memoize a function. It takes two arguments: the first is the function you want to memoize, and the second is an array of dependencies. The hook will return a memoized version of the function that only changes if one of the values in the dependency array changes.

By memoizing the function, you can avoid unnecessary re-renders and improve the performance of your React application. The function will only be re-created if one of its dependencies changes, otherwise the same instance of the function will be returned. This can be useful in situations where you have an expensive function that you only want to recompute when its dependencies change.

import React, { useCallback, useState } from 'react';

function MyComponent() {

  const [data, setData] = useState([]);

  const handleClick = useCallback(() => {

    console.log(data);

  }, [data]);

  return (

    <div>

      <button onClick={handleClick}>Click me</button>

    </div>

  );

}

In this example, the handleClick function is memoized using useCallback and the data prop is passed as a dependency. This means that the handleClick function will only be re-created if the data prop changes.

Here is an example of how you might use useCallback:

import Final from './tutorial/02-useEffect/final/04-fetch-data';

```

```js

import { useState, useEffect, useCallback } from 'react';

const url = 'https://api.github.com/users';

const FetchData = () => {

  const [users, setUsers] = useState([]);

  const fetchData = useCallback(async () => {

    try {

      const response = await fetch(url);

      const users = await response.json();

      setUsers(users);

    } catch (error) {

      console.log(error);

    }

  }, []);

  useEffect(() => {

    fetchData();

  }, [fetchData]);

  // rest of the logic

};

Going back to our previous example:

|  |
| --- |
| **Index.jsx** |
| import { useState } from "react";  import { useState } from "react";  import { data } from "../../../../data";  import List from "./List";  const LowerState = () => {    const [people, setPeople] = useState(data);    const [count, setCount] = useState(0);    const removePerson = (id) => {      const newPeople = people.filter((person) => person.id !== id);      setPeople(newPeople);    };    return (      <section>        <button          className="btn"          onClick={() => setCount(count + 1)}          style={{ marginBottom: "1rem" }}        >          count {count}        </button>        <List people={people} removePerson={removePerson} />      </section>    );  };  export default LowerState; |
| **List.jsx** |
| import Item from "./Person";  import { memo } from "react";  const List = ({ people, removePerson }) => {    return (      <div>        {people.map((person) => {          return <Item key={person.id} {...person} removePerson={removePerson} />;        })}      </div>    );  };  export default memo(List); |
| **Person.jsx** |
| const Person = ({ name, removePerson, id }) => {    return (      <div>        <h4>{name}</h4>        <button onClick={() => removePerson(id)}>remove</button>      </div>    );  };  export default Person; |
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In this case, clicking the button would rerender the List component.

Although memo doesn’t rerender a component if it didn’t change, in this case, each time a rerender occurs, removePerson() is created from the scratch. Note that removePerson is now a prop of the List component. So, although the people prop in List is not changing, removePerson is.

One way to solve this, is by using useCallback(). The React useCallback Hook returns a memoized callback function. It has a dependency array, so the function will only run when the dependency updates. In this case, when the people array updates, which is what we want.

Think of memoization as caching a value so that it does not need to be recalculated.

  const removePerson = useCallback(

    (id) => {

      const newPeople = people.filter((person) => person.id !== id);

      setPeople(newPeople);

    },

    [people]

  );

So, when we use the removePerson function as an argument of useCallback hook:

1. removePerson is called and it set new State for people array
2. page re-renders and we see 3 items now
3. As the removeFunction is not being created again , the people array value it has previously is same (the 4 item array)
4. so now when we click remove again, it sets the value to 3 items filter array again.

Any value of the properties it had inside won’t change. It will remain the same like when it was called the first time (it will work with the local copy it had made when it was called the first time).

**useMemo Hook**

The useMemo hook is a hook in React that allows you to memoize a value. It takes two arguments: the first is a function that returns the value you want to memoize, and the second is an array of dependencies. The hook will return the memoized value that will only change if one of the values in the dependency array changes.

By memoizing a value, you can avoid unnecessary calculations and improve the performance of your React application. The value will only be recalculated if one of its dependencies changes, otherwise the same instance of the value will be returned. This can be useful in situations where you have an expensive calculation that you only want to recompute when its dependencies change.

Here is an example of how you might use useMemo:

```js

import React, { useMemo } from 'react';

function MyComponent({ data }) {

  const processedData = useMemo(() => {

    return data.map((item) => item.toUpperCase());

  }, [data]);

  return (

    <div>

      {processedData.map((item) => (

        <div key={item}>{item}</div>

      ))}

    </div>

  );

}

```

In this example, the processedData value is memoized using useMemo and the data prop is passed as a dependency. This means that the processedData value will only be recalculated if the data prop changes.

For example, if you have a slow function like the one below in the index.jsx (see previous example), every time you click on the button, everything is going to rerendered, which means slowFunction() runs each time the rerender occurs.

const slowFunction = () => {

  let value = 0;

  for (let i = 0; i <= 1000000000; i++) {

    value += i;

  }

  return value;

};

export default slowFunction;

```

If we put the slow function inside a useMemo(), with a dependency array of [], then the function is only going to be used in the first render.

**useTransition Hook**

With the React 18. We also got use transition hook, which we can use to treat some functionality as less urgent.

So, imagine this scenario in your app. There is some kind of user interaction which triggers some heavy computation, for example, user type, something in the input and based on the input value you filter 20,000 items.

While the computation is taking place, it will actually block the UI. Basically, our app will be less responsive. And as you can imagine, that's not a good thing.

So use transition just allows us to mark certain functionality as less urgent, which in turn prevents the whole UI blocking thing.

So even though this is a very cool addition to the library, it has very specific use cases and most likely it's not something you'll use immediately in all your applications.

In the example below, we create an array of 5000 items, which will all be svg files, and set it to the items state.

import { useState } from "react";

const LatestReact = () => {

  const [text, setText] = useState("");

  const [items, setItems] = useState([]);

  const handleChange = (e) => {

    setText(e.target.value);

    // slow down CPU

    const newItems = Array.from({ length: 5000 }, (\_, index) => {

      return (

        <div key={index}>

          <img src="/vite.svg" alt="" />

        </div>

      );

    });

    setItems(newItems);

  };

  return (

    <section>

      <form className="form">

        <input

          type="text"

          className="form-input"

          value={text}

          onChange={handleChange}

        />

      </form>

      <h4>Items Below</h4>

      <div

        style={{

          display: "grid",

          gridTemplateColumns: "1fr 1fr 1fr",

          marginTop: "2rem",

        }}

      >

        {items}

      </div>

    </section>

  );

};

export default LatestReact;

So, each time we type something, the whole page just freezes up until it is capable of showing the images.

By putting the slow code inside the useTransition(), making it less important, so it rendering the input form won’t wait for the images to be processed. Another good practice is set up a loading state that shows up every time the images are loading. Because each time you type something in the form, the images will load.

import { useState, useTransition } from "react";

const LatestReact = () => {

  const [text, setText] = useState("");

  const [items, setItems] = useState([]);

  const [isPending, startTransition] = useTransition();

  const handleChange = (e) => {

    setText(e.target.value);

    // slow down CPU

    startTransition(() => {

      const newItems = Array.from({ length: 5000 }, (\_, index) => {

        return (

          <div key={index}>

            <img src="/vite.svg" alt="" />

          </div>

        );

      });

      setItems(newItems);

    });

  };

  return (

    <section>

      <form className="form">

        <input

          type="text"

          className="form-input"

          value={text}

          onChange={handleChange}

        />

      </form>

      <h4>Items Below</h4>

      {isPending ? (

        <h4>Loading...</h4>

      ) : (

        <div

          style={{

            display: "grid",

            gridTemplateColumns: "1fr 1fr 1fr",

            marginTop: "2rem",

          }}

        >

          {items}

        </div>

      )}

    </section>

  );

};

export default LatestReact;
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**React Suspense API**

And now let's see how we can do code splitting in React, which in turn will allow us to progressively load or lazy load our application. Its benefints include:

* Improve performance by splitting up a code into smaller and more manageable chunks. Only essential code needed for the initla render of your application is loaded. The remaining code is loaded as the user interacts with you application, leading to smoother and less blocking user experience.
* Reduce the size of the initial JavaScript payload that needs to be loaded (resulting in faster load times).

When it comes to bigger projects, not all pages and components are equal, meaning some resources will be sued more often by users.

For example, a homepage gets more traffic than a contact page.

So, if some resources are used less often than the others, does it make sense to jam all of that code when we initially ship our application to the browser? Of course not. The more code we send, the more time it will take to compile.

So, we should prioritize the important resources over the less important ones. In order to lazy load our components or progressively load our application, we'll use a tool called suspense.

In our example, we'll progressively load a big component when the user clicks the button. However, a more realistic scenario is to lazy load our components when we have multiple pages, which is something we'll cover when we discuss routing in React.

The Suspense API is a feature in React that allows you to manage the loading state of your components. It provides a way to "suspend" rendering of a component until some data has been fetched, and display a fallback UI in the meantime. This makes it easier to handle asynchronous data loading and provide a smooth user experience in your React application.

Notice in the example below that we import SlowComponent.jsx using lazy, and then we wrap it inside <Suspense></Suspense>. This way, SlowComponent will only be imported when show is true, i.e. when we click the toggle button, improving the performance when the page opens.

|  |
| --- |
| index.jsx |
| import { useState, useTransition, Suspense, lazy } from "react";  const SlowComponent = lazy(() => import("./SlowComponent"));  const LatestReact = () => {    const [text, setText] = useState("");    const [items, setItems] = useState([]);    const [isPending, startTransition] = useTransition();    const [show, setShow] = useState(false);    const handleChange = (e) => {      setText(e.target.value);      // slow down CPU      startTransition(() => {        const newItems = Array.from({ length: 5000 }, (\_, index) => {          return (            <div key={index}>              <img src="/vite.svg" alt="" />            </div>          );        });        setItems(newItems);      });    };    return (      <section>        <form className="form">          <input            type="text"            className="form-input"            value={text}            onChange={handleChange}          />        </form>        <h4>Items Below</h4>        {isPending ? (          <h4>Loading...</h4>        ) : (          <div            style={{              display: "grid",              gridTemplateColumns: "1fr 1fr 1fr",              marginTop: "2rem",            }}          >            {items}          </div>        )}        <button onClick={() => setShow(!show)} className="btn">          toggle        </button>        {show && (          <Suspense fallback={<h4>Loading...</h4>}>            <SlowComponent />          </Suspense>        )}      </section>    );  };  export default LatestReact; |
| SlowComponent.jsx |
| import { useState } from 'react';  const newItems = Array.from({ length: 5000 }, (\_, index) => {    return (      <div key={index}>        <img src='/vite.svg' alt='' />      </div>    );  });  const SlowComponent = () => {    const [items, setItems] = useState(newItems);    return (      <div        style={{          display: 'grid',          gridTemplateColumns: '1fr 1fr 1fr',          marginTop: '2rem',        }}      >        {items}      </div>    );  };  export default SlowComponent; |